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ABSTRACT. This paper is interested in independent sets (or equivalently, cliques) in uniform
random cographs. We also study their permutation analogs, namely, increasing subsequences in
uniform random separable permutations.

First, we prove that, with high probability as n gets large, the largest independent set in a uni-
form random cograph with n vertices has size o(n). This answers a question of Kang, McDiarmid,
Reed and Scott. Using the connection between graphs and permutations via inversion graphs, we
also give a similar result for the longest increasing subsequence in separable permutations. These
results are proved using the self-similarity of the Brownian limits of random cographs and random
separable permutations, and actually apply more generally to all families of graphs and permuta-
tions with the same limit.

Second, and unexpectedly given the above results, we show that for β > 0 sufficiently small,
the expected number of independent sets of size βn in a uniform random cograph with n vertices
grows exponentially fast with n. We also prove a permutation analog of this result. This time the
proofs rely on singularity analysis of the associated bivariate generating functions.

1. INTRODUCTION

Our paper present both results for graph and permutation models (connected through the map-
ping associating with a permutation its inversion graph); for simplicity we present these results
and the related backgrounds separately.

1.1. Independent sets in random cographs. Cographs were introduced in the seventies by
several authors independently (under various names), see e.g. [Sei74] and further references on
their Wikipedia page [Wiki]. They enjoy several equivalent characterizations. Among others,
cographs are

• the graphs avoiding P4 (the path with four vertices) as an induced subgraph;
• the graphs whose modular decomposition does not involve any prime graph;
• the inversion graphs of separable permutations;
• the graphs which can be constructed from graphs with one vertex by taking disjoint

unions and joins.
The latter characterization is the most useful for our purpose, let us introduce the terminology.
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All graphs considered in this paper are simple (i.e. without multiple edges, nor loops) and not
directed. Two labeled graphs (V,E) and (V ′, E ′) are isomorphic if there exists a bijection from
V to V ′ which maps E to E ′. Equivalence classes of labeled graphs for the above relation are
unlabeled graphs. Throughout this paper, the size of a graph is its number of vertices, and we
denote by VG the set of vertices of any graph G.

Let G = (V,E) and G′ = (V ′, E ′) be labeled graphs with disjoint vertex sets. We define their
disjoint union as the graph (V ] V ′, E ] E ′) (the symbol ] denoting as usual the disjoint union
of two sets). We also define their join as the graph (V ] V ′, E ] E ′ ] (V × V ′)): namely, we
take copies of G and G′, and add all edges from a vertex of G to a vertex of G′. (Both definitions
readily extend to more than two graphs, adding edges between any two vertices originating from
different graphs in the case of the join operation).

Definition 1.1. A labeled cograph is a labeled graph that can be generated from single-vertex
graphs applying join and disjoint union operations. An unlabeled cograph is the underlying
unlabeled graph of a labeled cograph.

Recall that, for a given graph G, an independent set is a subset of vertices in G no two of
which are adjacent, while a clique is a subset of vertices in G such that every two vertices are
adjacent.

The main motivation for studying independent sets in random cographs comes from the series
of papers [LRSTT10, KMRS14] on the probabilistic version of the Erdős-Hajnal conjecture.

For a graph G, a subset of its vertices is called homogeneous if it is either a clique or an
independent set. It is well-known that every graph of size n has a homogeneous set of size at
least logarithmic in n, and that this is optimal up to a constant (much work is devoted to get
the precise asymptotics; this is equivalent to the computation of diagonal Ramsey numbers, see
[Spe75, Con09] for the better bounds up to date). The conjecture of Erdős and Hajnal states
that, assuming that the graphs avoid any given subgraph (as induced subgraph), homogeneous
sets of polynomial size necessarily exist. More precisely, for any H , there exists a constant
ε = ε(H) > 0 such that every H-free graph has a homogeneous set of size nε.

Despite much effort, the Erdős-Hajnal conjecture is still widely open; see for example the
survey [Chu14]. A natural relaxation of the conjecture consists in replacing "everyH-free graph"
in the statement above by "almost all H-free graphs". This weaker version has been established
in [LRSTT10]. For a large family of constraints H , this result was further improved by Kang,
McDiarmid, Reed and Scott in [KMRS14]: for those H , a uniform random H-free graph has
with high probability a homogeneous set of linear size. When this holds, the graph H is said
to have the asymptotic linear Erdős-Hajnal property (see [KMRS14] for a formal definition).
Kang, McDiarmid, Reed and Scott ask whether H = P4 has the asymptotic linear Erdős-Hajnal
property, i.e. whether a uniform random cograph with n vertices has a homogeneous set of linear
size [KMRS14, Section 5].

Our first result answers this question in the negative. In the following, for a graph G, we
denote α(G) the maximal size of an independent set in G, also called the independence number
of G.
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Theorem 1.2. Let Gn be a uniform random cograph (either labeled or unlabeled) of size n.
The maximal size of an independent set in Gn is sublinear in n, namely α(Gn)

n
converges to 0 in

probability.

We recall the standard notation for comparison of random variables: Xn = oP (Yn) ifXn/Yn
tends to 0 in probability. The above theorem says that α(Gn) is oP (n). By symmetry (see the
identity (17) p.19) it also holds that the size of the largest clique in Gn is oP (n). Consequently,
the size of the largest homogeneous set is also oP (n), answering negatively the question of Kang,
McDiarmid, Reed and Scott [KMRS14, Section 5]: P4 does not have the asymptotic linear Erdős-
Hajnal property.

A different approach to study independent sets of linear size in random cographs is the follow-
ing. Let Xk(G) be the number of independent sets of size k in a graph G. From Theorem 1.2, if
Gn is a uniform random (labeled) cograph, then the random variable Xn,k := Xk(Gn) tends to
0 in probability if k ∼ βn for some β > 0 as n tends to infinity. We show that nonetheless, its
expectation grows exponentially fast for β small enough (in particular, this indicates that Theo-
rem 1.2 cannot be proved by a naive use of the first moment method). More precisely, we have
the following result.

Theorem 1.3. For each n ≥ 1, let Gn be a uniform random labeled cograph of size n, and
let Xn,k be the number of independent sets of size k in Gn. Then there exist some computable
functions Bβ > 0, Cβ > 0 (0 < β < 1) with the following property. For every fixed closed
interval [a, b] ⊆ (0, 1), we have

(1) E[Xn,k] ∼ Bk/n n
−1/2(Ck/n)n

uniformly for an ≤ k ≤ bn. Furthermore,
i) there exists β0 > 0 such that Cβ > 1 for every β ∈ (0, β0) ; numerically, we can estimate

β0 ≈ 0.522677 . . .

ii) When β → 0, we have Cβ = 1 + β| log(β)|+ o(β log(β)).

There is no explicit formula for the growth constant Cβ but it can be computed numerically
with arbitrary precision: see Eq. (34) p.24. To get an idea of how fast Xn,k can grow if k ∼ βn,
we mention that the function β 7→ Cβ seems to have a unique maximum on (0, 1) (see a plot in
Fig. 1 p.6); denoting β? its location, we have the following numerical estimates:

β? ≈ 0.229285 . . . ; Cβ? ≈ 1.366306 . . .

As additional motivation for Theorem 1.3, let us also mention the work of Drmota, Ramos,
Requile and Rue [DRRR20]: they prove (among other things; see their Corollary 2) the expo-
nential growth of the expected number of maximal independent sets in some subcritical graph
classes (trees, cacti, series-parallel graphs, . . . ). It could be interesting to adapt our arguments to
consider maximal independent sets in cographs instead of independent sets of fixed size.
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Remark 1.4. There are two different ways to pick a uniform random cograph with n vertices:
taking it uniformly at random among labeled or among unlabeled cographs. Even if the sizes of
independent sets are independent from the labelings, this gives two different probability distribu-
tions, since some unlabeled cographs have more symmetries and hence fewer distinct labelings
than others.

The reader may have noticed that in Theorem 1.2, we consider either labeled or unlabeled
uniform random cographs, while Theorem 1.3 only considers the labeled setting. The reason of
this choice is given in Section 1.3 when discussing proof methods.

Remark 1.5. We leave open the question of the order of magnitude of α(Gn). In fact, we have
not found a better lower bound than the naive

√
n one, which can be derived as follows.

Since cographs are perfect graphs, for any cograph G, we have (see [Chu14, Theorem 1.4])

(2) max(α(G), ω(G)) ≥
√
n

where ω(G) is the size of the largest clique of G. By symmetry we have that α(Gn)
(d)
= ω(Gn) if

Gn is a uniform (labeled or unlabeled) cograph. Hence:

1 = P
(

max(α(Gn), ω(Gn)) ≥
√
n
)

≤ P
(
α(Gn) ≥

√
n
)

+ P
(
ω(Gn) ≥

√
n
)

= 2P
(
α(Gn) ≥

√
n
)
,

which means that α(Gn) is not oP (
√
n).

1.2. Increasing subsequence in random separable permutations. The asymptotic behavior
of the longest increasing subsequence LIS(sn) in a uniform random permutation sn of size n
is an old and famous problem that led to surprising and deep connections with various areas
of pure mathematics (representation theory, combinatorics, linear algebra and operator theory,
random matrices,. . . ). In particular, it is well-known that LIS(sn) is typically of length 2

√
n

and has Tracy-Widom fluctuations of order n1/6. We refer to [Rom15] for a nice and modern
introduction to this topic.

Longest increasing subsequences in random permutations in permutation classes are a much
newer topic: see [MRRY20] and references therein. The methods of the present paper allow to
prove the sublinear behavior of the length of the longest increasing subsequence in a uniform
random separable permutation. Let us introduce terminology.

Given a permutation σ of size n (i.e. a sequence σ(1) . . . σ(n) containing exactly once each
integer from 1 to n), and given a subset I = {i1 < · · · < ik} of {1, . . . , n}, the pattern of σ
induced by I is the permutation π of size k such that π(`) < π(m) if and only if σ(i`) < σ(im).
The study of patterns in permutations is an active research topic, particularly in enumerative
combinatorics, see e.g. [Vat16, Kit11] and references therein. The relation “is a pattern of” is
a partial order on the set of all permutations (of all finite sizes), and permutation classes are
downsets for this order. Equivalently, permutation classes can be defined as sets of permutations
characterized by the avoidance of a (finite or infinite) set of patterns.

Definition 1.6. A separable permutation is a permutation which avoids the patterns 2413 and
3142.
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Separable permutations enjoy many other characterizations, including the following (the re-
lated terminology is defined later in this paper if needed, or e.g. in [Vat16]):

• they are the permutations whose inversion graph is a cograph;
• they can be obtained from permutations of size 1 by performing sums and skew-sums;
• no simple permutation appears in their substitution decomposition.

The class of separable permutations is natural, well-studied, and displays many nice properties;
we refer the reader to [BBF+18, end of Section 1.1] for a presentation of these properties and a
review of literature. We shall also review some of them in Section 5.

We can now state our analog of Theorem 1.2 for separable permutations.

Theorem 1.7. For each n ≥ 1, let σn be a uniform random separable permutation of size n.
Then, the maximal length of an increasing subsequence in σn is sublinear in n, namely LIS(σn)

n
converges to 0 in probability.

Two remarks about this statement. First, the above sublinearity result does not only apply
to separable permutations, but also to any permutation class with the same permuton limit –
see Section 1.3. Second, as for cographs, we unfortunately did not find a better lower bound
for LIS(σn) than the trivial

√
n one (same argument as above where (2) is replaced by Erdös-

Szekeres’s Lemma).
We make a further remark about the relation between Theorems 1.2 and 1.7. Recall that for

any permutation σ of size n, its inversion graph (denoted inv(σ)) is the unlabeled version of the
graph with vertex set {1, . . . , n} where there is an edge between i and j if and only if i and j
form an inversion in σ, that is (i− j)(σ(i)−σ(j)) < 0. Clearly, through this correspondence, an
increasing sequence in σ is mapped to an independent set in inv(σ). Nevertheless, Theorem 1.7
is not simply the translation of Theorem 1.2 from the graph setting to the permutation setting.
Indeed, since the inversion graph correspondence is not one-to-one, for σn a uniform random
separable permutation, inv(σn) is not a uniform random unlabeled cograph. (We further note
that defining inv(σ) as a labeled cograph in the obvious manner, inv(σn) would also not be a
uniform random labeled cograph.)

We also establish a counterpart of Theorem 1.3 for increasing subsequences in separable per-
mutations. For a permutation σ, we denote by Zk(σ) the number of increasing subsequences of
length k in σ.

Theorem 1.8. For each n ≥ 1, let σn be a uniform random separable permutation of size n,
and let Zn,k := Zk(σn) be the number of increasing subsequences of length k in σn. Then there
exist some computable functions Dβ > 0, Eβ > 0 (0 < β < 1) with the following property. For
every fixed closed interval [a, b] ⊆ (0, 1), we have

(3) E[Zn,k] ∼ Dk/n n
−1/2(Ek/n)n

uniformly for an ≤ k ≤ bn. Furthermore there exists β1 > 0 such that for every β < β1 we have
Eβ > 1.

Numerically we observe the same qualitative behavior than for (1): Eβ also seems to have
a unique maximum (numerically estimated at β ≈ 0.2503 . . . ), and Eβ is larger than 1 up to
β1 ≈ 0.5827. We observe numerically that Eβ > Cβ for every β ∈ (0, 1) (see Fig. 1).
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FIGURE 1. Plots of β 7→ Cβ and β 7→ Eβ .

1.3. Proof methods and universality. Our sublinearity results are based on limit theorems for
uniform random cographs and uniform random separable permutations. We first discuss the
graph setting.

It is proved in [BBF+19] that a uniform random (labeled or unlabeled) cograph of size n con-
verges in the sense of graphons to a limitW 1/2, called the Brownian cographon of parameter 1/2
(see also the independent work of Stufler [Stu19]). We refer to Section 2.2 for details. Moreover,
the notion of independence number of a graph has been extended to graphons by Hladkỳ and
Rocha [HR17], who proved a semicontinuity property for it (see Section 2.3). Combining these
two elements, Theorem 1.2 will follow from the fact that the independence number α̃(W 1/2) of
the Brownian cographon is 0 a.s (see Section 3.3). To prove the latter, we use the explicit con-
struction of the Brownian cographon from a Brownian excursion and some self-similarity prop-
erty of the Brownian excursion (namely Aldous’ decomposition of a Brownian excursion with
two independent points into three independent Brownian excursions of random sizes [Ald94]);
we then deduce from it an inequation in distribution for α̃(W 1/2) (Section 3.1) and we conclude
by a fixed point argument (Section 3.2).

An interesting aspect of the proof sketched above is that it relies solely on the fact that uniform
random cographs tend to the Brownian cographon; moreover the value p = 1/2 of the parameter
of the limit is irrelevant in the proof. Convergence to the Brownian cographon was proved
in [BBF+19, Stu19] both in the labeled and unlabeled settings, so that Theorem 1.2 is proved
simultaneously in both settings. In fact, Theorem 1.2 is proved as a special case of the following
theorem.

Theorem 1.9. LetGn be a sequence of random graphs tending to the Brownian cographonW p

for p ∈ [0, 1). Then the maximal size of an independent set inGn is sublinear in n, namely α(Gn)
n

converges to 0 in probability.

By analogy with the realm of permutations (see below), we expect that uniform random graphs
in many graph classes (well-behaved for the modular decomposition) tend toW p, and hence have
a sublinear independence number.
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Let us now discuss Theorem 1.7, i.e. the sublinearity of the length of the longest increasing
subsequence in a random separable permutation σn. It is known that σn tends in the permu-
ton topology to a limit µ1/2, called the Brownian separable permuton of parameter 1/2, see
[BBF+18] for the original reference.

As discussed earlier, an increasing subsequence of a permutation corresponds to an indepen-
dent set of its inversion graph. We remark in Section 2.4 that if a sequence of permutations
converges in distribution to the Brownian separable permuton of parameter p, then the corre-
sponding inversion graphs converge in distribution to the Brownian cographonW p.

Hence Theorem 1.9 implies the following general result, of which Theorem 1.7 is a particular
case (see Section 3.3 for details).

Theorem 1.10. Letσn be a sequence of random permutations tending to the Brownian separable
permuton µp for p ∈ [0, 1). Then the maximal length of an increasing subsequence in σn is
sublinear in n, namely LIS(σn)

n
converges to 0 in probability.

We note that the Brownian separable permuton µp has been proved to be a universal limit
for uniform random permutations in many permutation classes (well-behaved with respect to the
substitution decomposition) [BBF+20, BBF+19b, BBFS19], so that Theorem 1.10 applies to all
these classes.

The technique to prove Theorems 1.3 and 1.8 is completely different. Indeed, the expecta-
tion of Xn,k (resp. Zn,k) for k ∼ βn for some β > 0 is driven by a set of cographs (resp.
separable permutations) of small probability and can therefore not be inferred from their limit
in distribution. In this case, we use the representation of cographs as cotrees, and its analogue
for separable permutations through substitution decomposition trees. These tree representations
are useful tools in algorithmics both for graphs and permutations (see e.g. [HP05, BCH+08] for
graphs and [BBL98] for permutations); in the case of permutations, substitution decomposition
trees have also been widely used in recent years for enumeration problems (see [Vat16, Section
3.2] and references therein). The tree encoding allows us to write a system of equations for the
bivariate generating function of cographs with a marked independent set (resp. separable permu-
tations with a marked increasing subsequence). We then obtain our results through singularity
analysis.

Unlike for Theorems 1.2 and 1.7, the results we prove are specific to either labeled cographs
or separable permutations and do not rely on their Brownian limits. However, our approach
should extend to other families of graphs and permutations well-encoded by their (modular or
substitution) decomposition trees, but we did not pursue this direction. One such model would be
unlabeled cographs: in this model, the analytic equations involve the so-called Pólya operators,
making the analysis more technical but we do not expect qualitative differences in the result.

1.4. Organization of the paper. The proofs of our two sets of results can be read independently.

• Section 2 provides the necessary background regarding graphons and permutons. Then
we prove Theorems 1.9 and 1.10 in Section 3.
• The proofs of Theorems 1.3 and 1.8 are given in Section 4 and Section 5, respectively.
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2. PRELIMINARIES: GRAPHONS, PERMUTONS,
INDEPENDENCE NUMBER AND INCREASING SUBSEQUENCES

We first recall some general material from the theory of graphons (Section 2.1). We present
here the strict minimum needed for this paper; an extensive presentation can be found in [Lov12,
Chapters 7-16]. Then in Sections 2.2 to 2.4 we review recent material from the literature, used
for our proof of Theorems 1.9 and 1.10:

• the convergence of uniform random cographs to the Brownian cographon;
• the notion of independence number of graphons;
• a connection between graphons and the analogue theory for permutations, that of permu-

tons.

2.1. Basics on graphons. A graphon (contraction for graph function) is a symmetric func-
tion from [0, 1]2 to [0, 1]. Intuitively, we can think of it as the adjacency matrix of an infinite
(weighted) graph with vertex set [0, 1]. A finite graph G with vertex set {1, . . . , n} can be seen
as a graphon WG as follows: WG(x, y) = 1 if the vertices with labels dxne and dyne are con-
nected in G (dze being the nearest integer above z, with the unusual convention d0e = 1) and
WG(x, y) = 0 otherwise.

Sampling. Let W be a graphon and k a positive extended integer (i.e. k ∈ Z>0 ∪ {+∞}).
We consider two independent families (Ui)1≤i≤k and (Xi,j)1≤i<j≤k of i.i.d. uniform random
variables in [0, 1]. Given this, we define a random graph Samplek(W ) as follows1: its vertex set
is [k] := {1, . . . , k} and for every i, j, vertices i and j are connected iff Xi,j ≤ W (Ui,Uj). In
other words vertices i and j are connected with probability W (Ui,Uj), independently of each
other conditionally on the sequence (Ui)1≤i≤k.

We note that, for k′ > k, the restriction Samplek′(W )[k] of Samplek′(W ) to the vertex set
[k] has the same distribution as Samplek(W ). In particular, the random graph Sample∞(W )
induces a realization of all Samplek(W ) in the same probability space.

Convergence. By definition, a sequence of graphons (Wn) converges to a graphon W if, for
all k, Samplek(Wn) converges in distribution to Samplek(W ). It can be shown that this is
equivalent to the convergence for the so-called cut-distance; see [Lov12, Theorem 11.5]. We
note that the graphon limit is unique only up to some equivalence relation, called weak equiv-
alence [Lov12, Sections 7.3, 10.7, 13.2]. Moreover, the quotient of the set of graphons by the
weak equivalence relation, equipped with the cut-distance metric, is a compact metric space,
that we shall call from now on the space of graphons. Finally, we say that a sequence of graphs
(Gn)n≥1 converges to a graphonW if the associated graphons (WGn) converge toW in the space
of graphons, and that a sequence of random graphs (Gn)n≥1 converges in distribution to a ran-
dom graphon W , if WGn converges to W in distribution, as random elements of the space of
graphons.

2.2. Convergence to the Brownian cographon. Let e : [0, 1] → R denote a Brownian excur-
sion of length one. We recall that, a.s., e has a countable set of local minima, which are all strict

1In [Lov12], Samplek(W ) is denoted G(k,W ).
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and have distinct values2. Let us denote {bi(e), i ≥ 1} an enumeration of the positions of these
local minima. It is possible to choose this enumeration in such a way that the bi’s and the sub-
sequent functions defined in this section are measurable; we refer to [Maa19, Lemma 2.3] and
[BBF+19, Section 4] for details.

We now choose i.i.d. Bernoulli variables si with P(si = 0) = p, independent from the
foregoing, and write Sp = (si)i≥1. We call (e,Sp) a decorated Brownian excursion, thinking of
the variable si as a decoration attached to the local minimum bi(e).

For x, y ∈ [0, 1], we define Dec(x, y; e,Sp) to be the decoration of the minimum of e on the
interval [x, y] (or [y, x] if y ≤ x; we shall not repeat this precision below). If this minimum is
not unique or attained in x or y and therefore not a local minimum, Dec(x, y; e,Sp) is ill-defined
and we take the convention Dec(x, y; e,Sp) = 0. Note however that, for uniform random x
and y, this happens with probability 0, so that the object constructed in Definition 2.1 below is
independent from this convention.

Definition 2.1. The Brownian cographonW p of parameter p is the random function

W p : [0, 1]2 → {0, 1};
(x, y) 7→ Dec(x, y; e,Sp).

The following was proved independently in [Stu19] and [BBF+19].

Theorem 2.2. Uniform random cographs (either labeled or unlabeled) converge in distribution
to the Brownian cographon of parameter 1/2, in the space of graphons.

2.3. Independence number of a graphon and semi-continuity. Let W be a (deterministic)
graphon. Following Hladkỳ and Rocha [HR17], we define an independent set I of a graphon
W as a measurable subset of [0, 1] such that W (x, y) = 0 for almost every (x, y) in I × I . The
independence number α̃(W ) of a graphon W is then

(4) α̃(W ) = sup
I⊂[0,1]

I independent set of W

Leb(I).

Clearly, for a graph G we have

(5) α̃(WG) = α(G)/|VG|,

where α(G) is the maximal size of an independent set in G.
Of crucial interest for this paper is the lower semi-continuity of the function α̃ on the space of

graphons [HR17, Corollary 7]. Concretely, this says the following.

Proposition 2.3. Suppose that (Wn)n≥1 is a sequence of graphons that converges to some W in
the space of graphons. Then lim sup α̃(Wn) ≤ α̃(W ).

Remark 2.4. As a consequence, the map α̃ is measurable on the space of graphons, and it makes
sense to consider the random variable α̃(W ) whenW is a random graphon.

2That e has a.s. only strict local minima with distinct values is folklore – the interested reader may find a proof
in [BBF+18, Appendix A]. This implies readily that the set of local minima is a.s. countable.
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In the rest of this subsection, we give an alternative definition for α̃(W ). This definition is
not needed in the rest of the paper (and therefore can be safely skipped); however, it answers a
question raised by Hladkỳ and Rocha [HR17, Section 3.2], who asked for a connection between
the statistics α̃(W ) and subgraph densities (or equivalently, samples) of W .

For a graphon W , we set

(6) α̃2(W ) = lim inf
k→∞

1

k
α(Sample∞(W )[k]).

Since Sample∞(W ) is a random graph, the right-hand side is a priori a random variable. We
recall that Sample∞(W ) is constructed from i.i.d. random variables {Ui,Xi,j, 1 ≤ i < j}. We
denote Gn the σ-algebra generated by {Ui,Xi,j, n < i < j}. It is a simple exercise to see that
α̃2(W ) is measurable with respect to the tail σ-algebra

⋂
n≥1 Gn. By Kolmogorov’s 0 − 1 law

(easily adapted to our situation with bi-indexed i.i.d. random variables), α̃2(W ) is almost surely
equal to a constant.

Lemma 2.5. For any graphon W , we have α̃2(W ) = α̃(W ) almost surely, and the lim inf
defining α̃2(W ) is almost surely an actual limit.

Remark 2.6. The previous result holds also if W is replaced by a random graphonW , as long as
in the construction of Sample∞(W ), the random data {Ui,Xi,j, 1 ≤ i < j} is taken indepen-
dently fromW .

Proof. We first prove α̃2(W ) ≥ α̃(W ) almost surely. Let I be an independent set of W . For
any k ≥ 1, we observe that the set Jk := {j ≤ k : Uj ∈ I} is a.s. an independent set of
Sample∞(W )[k].

Hence, a.s.
1

k
α(Sample∞(W )[k]) ≥ 1

k
|Jk|.

As k tends to infinity, the law of large numbers asserts that |Jk|/k tends a.s. to Leb(I). Therefore
we have a.s. α̃2(W ) ≥ Leb(I). Since this holds for any independent set I of W , we can
consider a sequence (In)n≥1 of independent sets such that Leb(In) ≥ α̃(W ) − 2−n, proving
α̃2(W ) ≥ α̃(W ) a.s..

Let us prove the converse inequality. It is known that (Sample∞(W )[k]) converges a.s. to
W in the space of graphons (e.g. as a consequence of [Lov12, Lemma 10.16]). Using (5) and
Proposition 2.3 this implies that, a.s.,

α̃2(W ) ≤ lim sup
k→∞

1

k
α(Sample∞(W )[k]) = lim sup

k→∞
α̃(Sample∞(W )[k]) ≤ α̃(W ).

Together with α̃(W ) ≤ α̃2(W ) = lim infk→∞
1
k
α(Sample∞(W )[k]), this concludes the proof

that almost surely α̃2(W ) = α̃(W ), with the lim inf being an actual limit. �

2.4. The Brownian separable permuton and its relation to the Brownian cographon. The
theory of permutons (see [GGKK15, HKMRS13]) plays the same role for limits of permutations
as the theory of graphons does for dense graphs. A permuton is a probability measure on the unit
square with uniform marginals, and the space of permutons equipped with the weak convergence
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of measures is a compact metric space. We attach to each permutation σ of size n ≥ 1 the
measure µσ on the unit square with density (x, y) 7→ n1σ(dnxe)=dnye, which is a permuton. This
defines a dense embedding of the set of permutations into the space of permutons.

Recall that inv(σ) denotes the (unlabeled) inversion graph of a permutation σ.

Proposition 2.7. Let (σn)n be a sequence of random permutations such that µσn

d−−−→
n→∞

µp,
where µp is the Brownian separable permuton of parameter p defined in [BBF+19b, Definition
3.5]. Let Gn = inv(σn). Then we have the convergence in distribution WGn

d−−−→
n→∞

W p in the
space of graphons, whereW p is the Brownian cographon of parameter p.

Remark 2.8. It was observed in [GGKK15, End of Section 2] that inv possesses an extension
which is a continuous map ĩnv from the space of permutons to the space of graphons. The above
proposition simply means that the image of µp by ĩnv isW p.

Proof. For every k ≥ 1, denote bk,p a uniform random plane binary tree with k (unlabeled)
leaves, whose internal vertices are decorated with independent signs {⊕,	} such that P(⊕) = p.
Before entering the actual proof, we present a useful link between a separable permutation and
an unlabeled cograph constructed from bk,p.

Following [BBF+19b, Definition 2.3], we may associate with bk,p a separable permutation,
denoted perm(bk,p). We do not recall this construction here (for details, see the above reference
or the beginning of Section 5), but indicate an important property it enjoys: for 1 ≤ i < j ≤ k,
we have perm(bk,p)(i) > perm(bk,p)(j) if and only if the youngest common ancestor of the i-th
and j-th leaves (in the left-to-right order) of bk,p carries a 	 sign.

Similarly, we may also associate with bk,p an unlabeled cograph. We first replace 	 by 1

and ⊕ by 0 in all internal nodes and then we forget the plane embedding. We denote by b̃k,p
the resulting non-plane and unlabeled decorated tree. With this tree, we associate an unlabeled
cograph Cograph(b̃k,p) as follows: its vertices correspond to the leaves of b̃k,p, and there is an
egde between the vertices corresponding to leaves ` and `′ if and only if the youngest common
ancestor of ` and `′ carries the decoration 1. An alternative recursive presentation of this con-
struction, making it clear that the constructed graph is indeed a cograph, is given at the beginning
of Section 4.

By construction, the equality inv(perm(bk,p)) = Cograph(b̃k,p) of unlabeled graphs holds.

Denote σn,k a uniform random pattern of size k in σn. Theorem 3.1 and Definition 3.5
in [BBF+19b] imply that σn,k converges in distribution to the random separable permutation
perm(bk,p). As this is a convergence in distribution in the discrete space consisting of all per-
mutations of size k, the map inv is continuous, and we obtain the following convergence of
unlabeled graphs:

(7) inv(σn,k)
d−−−→

n→∞
inv(perm(bk,p)).

It is easy to check that the actions of taking patterns (resp. induced subgraphs) and of com-
puting inversion graphs commute. Namely, for a permutation σ and a subset I of its indices,
the inversion graph of the pattern of σ induced by I is the subgraph of the inversion graph of σ
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induced by the vertices corresponding to I . Therefore, inv(σn,k) – which appears on the left-
hand-side of Eq. (7) – has the same distribution as the subgraph induced by a uniform random
subset of k distinct vertices ofGn.

On the right-hand side of Eq. (7), we have already identified inv(perm(bk,p)) as Cograph(b̃k,p).
We recall that b̃k,p is the non-plane version of a uniform random (unlabeled) plane binary tree
with independent decorations on its internal nodes. We claim that this has the same distribution as
the unlabeled version of a uniform random labeled non-plane binary tree, with the same rule for
decorations of the internal nodes (which we denote b6P,Lk,p ). Admitting this claim for the moment,
and comparing with [BBF+19, Proposition 4.3], we get that the right-hand side of Eq. (7) is
distributed as Samplek(W

p).
With these considerations in hand, we can use [BBF+19, Theorem 3.8] (more precisely the

implication (d) ⇒ (a) and Eq. (4) following this theorem) and conclude from Eq. (7) that
WGn

d−−−→
n→∞

W p. This ends the proof of the proposition, up to the above claim.

It remains to prove that b̃k,p
d
= b6P,Lk,p , as non-plane unlabeled trees. Since the rule for the random

decorations are the same on both sides, we disregard decorations, and denote the underlying
undecorated random trees b̃k and b6P,Lk respectively. To prove that b̃k

d
= b6P,Lk , we compare both

distributions with that of a uniform labeled plane binary tree with k leaves bP,Lk . Since every
non-plane labeled binary tree with k leaves can be embedded in the plane in 2k−1 ways, we
have b 6P,Lk

d
= bP,Lk as non-plane unlabeled trees (there are no symmetry problems, since trees are

labeled). On the other hand, since every plane unlabeled binary tree with k leaves can be labeled
in k! ways, we have b̃k

d
= bP,Lk as non-plane unlabeled trees (again, there are no symmetry

problems, since trees are plane). We conclude that b̃k,p
d
= b 6P,Lk,p , as wanted. �

3. PROOF OF THE SUBLINEARITY RESULTS THROUGH SELF-SIMILARITY

The main part of the proof of our sublinearity results (Theorems 1.9 and 1.10) is done in the
continuous world, proving that the independence number α̃(W p) of the Brownian cographon is
almost surely equal to 0. To this end, we first show that the distribution of α̃(W p) is solution of a
specific inequation – this is Proposition 3.1. Next, we prove that the only solution of this inequa-
tion is the Dirac distribution δ0 – this is Proposition 3.2. All results are gathered in Section 3.3,
completing the proofs of Theorems 1.9 and 1.10.

3.1. An inequation in distribution. We use the standard stochastic domination order between
real distributions µ and ν. Namely, we write µ ≤d ν if µ([x,+∞)) ≤ ν([x,+∞)) for every real
x. By Strassen’s Theorem, this is equivalent to the fact that we can findZ1 andZ2 defined on the
same probability space with distributions µ and ν respectively, such that Z1 ≤ Z2 almost surely.

Our goal is now to show that the distribution of the random variable α̃(W p) is stochastically
dominated by another distribution, involving some independent copies of α̃(W p) (we refer to
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such a relation as an inequation in distribution3). To this end, we use Aldous’ decomposition
of a Brownian excursion into three independent excursions (see Fig. 2). This decomposition
has an immediate counterpart, where we decompose a Brownian cographon into three indepen-
dent Brownian cographons. We then look closely at the behavior of the functional α̃ along this
decomposition.

We introduce the notation needed to state this inequation in distribution. For a random variable
Y , let us denote by Law(Y ) its distribution. Recall that, for positive real numbers α1, . . . , αk, the
Dirichlet distribution Dirichlet(α1, . . . , αk) is a probability measure on the simplex {(x1, · · · , xk) :
x1 + · · · + xk = 1, xi ≥ 0 for all i}: by definition it has density proportional to

∏
i≤k x

αi
i with

respect to the Lebesgue measure.
Let µ be a probability distribution and p a parameter in [0, 1]. We define the following random

variables:
• (∆0,∆1,∆2) is a random vector in [0, 1]3 with distribution Dirichlet(1/2, 1/2, 1/2);
• Xµ

0 ,Xµ
1 andXµ

2 are three independent random variables of distribution µ, and indepen-
dent from (∆0,∆1,∆2);
• B is a Bernoulli(1−p) random variable, independent from (∆0,∆1,∆2,X

µ
0 ,X

µ
1 ,X

µ
2 );

• finally, we set

Y µ
0 = ∆0X

µ
0 + ∆1X

µ
1 + ∆2X

µ
2

Y µ
1 = ∆0X

µ
0 + max(∆1X

µ
1 ,∆2X

µ
2 )

Y µ
(p) = BY µ

1 + (1−B)Y µ
0(8)

Φp(µ) = Law(Y µ
(p))

Then the inequation we are interested in is

(9) µ ≤d Φp(µ).

Proposition 3.1. For p ∈ [0, 1], the distribution µ of α̃(W p) satisfies the inequation (9).

Proof. Fix p ∈ [0, 1] and let (e,Sp) be a decorated Brownian excursion. Let U1 < U2 be
a reordered pair of independent and uniform random variables on [0, 1], chosen independently
from (e,Sp). Almost surely, the function e reaches its minimum on [U1,U2] exactly once, and at
a local minimum. Let us denote by s the sign of this local minimum in Sp. Let b be the position
where this local minimum is reached (see Fig. 2). Let also

a = max{t ≤ U1, e(t) = e(b)}, c = min{t ≥ U2, e(t) = e(b)}.

Set

(10) ∆0 = 1− c+ a, ∆1 = b− a, ∆2 = c− b, X0 =
a

∆0

, B = s.

We may now cut the excursion e into three excursions, in the manner prescribed by Aldous
[Ald94].

3We use the term inequation and not inequality, because the upper bound also involves the distribution of α̃(W p).
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0 11U1 U2baa c

∆1

∆2

∆0

FIGURE 2. A stylized version of a Brownian excursion and the corresponding
a, b, c,∆0,∆1,∆2.

(11)

η0(x) = ∆0 x+ (1−∆0)1[x>X0], x ∈ [0, 1], e0 =
1√
∆0

e ◦ η0

η1(x) = a+ ∆1 x, x ∈ [0, 1], e1 =
1√
∆1

(e ◦ η1 − e(b))

η2(x) = b+ ∆2 x, x ∈ [0, 1], e2 =
1√
∆2

(e ◦ η2 − e(b))

Then [Ald94, Corollary 3] states that the random functions e0, e1, e2 are three independent Brow-
nian excursions, independent from the vector (∆0,∆1,∆2); moreover, the latter has distribution
Dirichlet(1/2, 1/2, 1/2).

In addition the piecewise affine maps (ηi)0≤i≤2 naturally put the local minima of e (except the
one at t = b) in bijection with the disjoint union of the local minima of e0, e1 and e2. (Indeed,
almost surely, e does not have a local minimum at t = a nor at t = c.) In particular, this implies
(as shown in the proof of Theorem 1.6 in [Maa19], see in particular Observations 5.2 and 5.3
there) that

• B is a Bernoulli(1− p) random variable,
• there exist three independent i.i.d. sequences of Bernoulli(1 − p) random variables
Sp0 ,S

p
1 ,S

p
2 such that for 0 ≤ x < y ≤ 1 and k ∈ {0, 1, 2},

(12) Dec(x, y; ek,S
p
k) = Dec(ηk(x), ηk(y); e,Sp),

• the random variables e0, e1, e2, (∆0,∆1,∆2),B and the sequences Sp0 ,S
p
1 ,S

p
2 are all

independent.

Now, letW p be the Brownian cographon (of parameter p) associated with (e,Sp) (see Defini-
tion 2.1). Similarly, for k ∈ {0, 1, 2}, consider W p

k the Brownian cographon (also of parameter
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p) constructed from (ek,S
p
k), i.e.

W p
k : [0, 1]2 → {0, 1}

(x, y) 7→ Dec(x, y; ek,S
p
k).

These three random graphons form a triple of i.i.d. random graphons, independent from the
random variablesB and (∆0,∆1,∆2).

Let I be an independent set of W p. For each k = 0, 1, 2, denote by Ak the image of [0, 1] by
ηk, namely,A0 = [0,a] ∪ [c, 1],A1 = [a, b] andA2 = [b, c]. Define Ik as follows:

Ik = η−1k (I ∩Ak) , k ∈ {0, 1, 2}.
Since the images of the affine injective maps (ηk)k∈{0,1,2} partition [0, 1] up to measure-negligible
overlaps,

(13) Leb(I) = ∆0Leb(I0) + ∆1Leb(I1) + ∆2Leb(I2).

Since I is an independent set of W p, Eq. (12) implies that Ik is an independent set of W p
k for

every k ∈ {0, 1, 2}. In particular, Leb(Ik) ≤ α̃(W p
k ). Moreover, we notice that if B = 1, then

either Leb(I1) = 0 or Leb(I2) = 0 (by definition of independent set in a graphon). Together with
Eq. (13), we deduce

Leb(I) ≤∆0α̃(W p
0 )+Bmax

(
∆1α̃(W p

1 ),∆2α̃(W p
2 )
)

+(1−B)
(
∆1α̃(W p

1 )+∆2α̃(W p
2 )
)
.

From Eq. (4) p.9, taking the supremum over independent sets I of α̃(W p), one obtains the
following a.s. inequality

α̃(W p) ≤∆0α̃(W p
0 )+Bmax

(
∆1α̃(W p

1 ),∆2α̃(W p
2 )
)

+(1−B)
(
∆1α̃(W p

1 )+∆2α̃(W p
2 )
)
.

Since α̃(W p
k ) has the same distribution as α̃(W p) for k ∈ {0, 1, 2}, and the three are in-

dependent, the right-hand-side is a random variable distributed as Y Law(α̃(W p))
(p) , proving that

Law(α̃(W p)) satisfies Eq. (9). �

3.2. Solving the inequation.

Proposition 3.2. For p in [0, 1), the Dirac distribution µ = δ0 is the only probability distribution
on [0, 1] solution of the inequation (9).

We start by stating and proving a key lemma. Recall the definition of Φp(µ) from (9). The
map Φp is a functional from the spaceM1([0, 1]) of probability distributions on [0, 1]. The space
M1([0, 1]) can be endowed with the so-called Wasserstein distance (also called optimal cost
distance, or Kantorovich-Rubinstein distance):

dW (ν, ν ′) = inf
X,X′:X∼ν,X′∼ν′

E[|X −X ′|],

where the infimum is taken over all pairs (X,X ′) of random variables defined on the same
probability space with distributions ν and ν ′, respectively. We will use below the fact that this
infimum is reached (for an explicit expression of the minimizing coupling see e.g. Remark 2.30
in [PC19]).
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Furthermore since we are working on a compact space, convergence for dW is equivalent to
weak convergence of measures (see [Vil08, Sec.6]).

Lemma 3.3. For p ∈ [0, 1), the map Φp is a weak contraction for dW , i.e. for measures µ and ν
inM1([0, 1]) with µ 6= ν, we have dW (Φp(µ),Φp(ν)) < dW (µ, ν).

Proof. Let µ and ν be probability distributions on [0, 1]. We choose a pair (Xµ
0 ,X

ν
0 ) of ran-

dom variables of distribution µ and ν respectively such that E[|Xµ
0 − Xν

0 |] = dW (µ, ν) (as
mentioned above, such a coupling always exists). We then let (Xµ

1 ,X
ν
1 ) and (Xµ

2 ,X
ν
2 ) be inde-

pendent copies of (Xµ
0 ,X

ν
0 ). Finally, we let (∆0,∆1,∆2) be a random vector with distribution

Dirichlet(1/2, 1/2, 1/2) independent from (Xµ
i ,X

ν
i )i≥2, andB a Bernoulli(1−p) random vari-

able, independent from (∆0,∆1,∆2, (X
µ
i ,X

ν
i )i≥2).

As in (8), we define Y µ
(p) and Y ν

(p) on the same probability space and coupled in a non-trivial
way: we use the same vector (∆0,∆1,∆2) and Bernoulli variableB for both Y µ

(p) and Y ν
(p).

Then we have

(14) E
[
|Y µ

0 − Y ν
0 |
]
≤

2∑
i=0

E
[
∆i

]
E
[
|Xµ

i −Xν
i |
]

=

(
2∑
i=0

E
[
∆i

])
dW (µ, ν) = dW (µ, ν),

where we used successively the fact that ∆i is independent from (Xµ
i ,X

ν
i ), the fact that the

coupling Xµ
i ,X

ν
i minimizes their L1 distance and the fact that

∑2
i=0 ∆i = 1 almost surely. We

also have
(15)
E
[
|Y µ

1 −Y ν
1 |
]
≤ E

[
∆0

]
E
[
|Xµ

0 −Xν
0 |
]
+E
[∣∣max(∆1X

µ
1 ,∆2X

µ
2 )−max(∆1X

ν
1 ,∆2X

ν
2 )
∣∣].

We recall the trivial inequality |max(a, b)−max(c, d)| ≤ max(|a−c|, |b−d|) ≤ |a−c|+ |b−d|.
Besides, the second inequality is strict as soon as a 6= c and b 6= d. Taking

a = ∆1X
µ
1 , b = ∆2X

µ
2 , c = ∆1X

ν
1 , d = ∆2X

ν
2 ,

we obtain that, almost surely,∣∣max(∆1X
µ
1 ,∆2X

µ
2 )−max(∆1X

ν
1 ,∆2X

ν
2 )
∣∣ ≤∆1|Xµ

1 −Xν
1 |+ ∆2|Xµ

2 −Xν
2 |.

Moreover, since µ 6= ν, we have that Xµ
1 6= Xν

1 with positive probability. The same holds for
Xµ

2 6= Xν
2 , and, by independence, both inequalities occur simultaneously with positive proba-

bility. Since ∆1 and ∆2 are positive almost surely, we have that a 6= c and b 6= d simultaneously
with positive probability. We conclude that the above inequality is strict with positive probability.
Taking expectation and using Eq. (15), we get

(16) E
[
|Y µ

1 − Y ν
1 |
]
<

2∑
i=0

E
[
∆i

]
E
[
|Xµ

i −Xν
i |
]

= dW (µ, ν),
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where the last equality is taken from (14). Finally,

dW (Φp(µ),Φp(ν)) ≤ E[|Y µ
(p) − Y

ν
(p)|]

= P(B = 1)E
[
|Y µ

(p) − Y
ν
(p)| | B = 1

]
+ P(B = 0)E

[
|Y µ

(p) − Y
ν
(p)| | B = 0

]
= (1− p)E

[
|Y µ

1 − Y ν
1 |
]

+ pE
[
|Y µ

0 − Y ν
0 |
]
.

The lemma thus follows from Eqs. (14) and (16) and the fact that p 6= 1. �

Proof of Proposition 3.2. We first note that Φp is nondecreasing with respect to stochastic dom-
ination, namely if µ ≤d ν then Φp(µ) ≤d Φp(ν). Therefore, if µ is a solution of the inequation
µ ≤d Φp(µ) (Inequation (9)), we have Φp(µ) ≤d Φ2

p(µ), and, iterating, we get µ ≤d Φp(µ) ≤d
· · · ≤d Φk

p(µ) for all k ≥ 1.
Moreover the Dirac distribution δ0 is a fixed point of Φp. Since Φp is a weak contraction

by Lemma 3.3 and sinceM1([0, 1]) is compact, we know from Banach fixed-point theorem that
Φk
p tends to δ0 in distribution. Combined with µ ≤d Φk

p(µ), this forces µ = δ0 for any probability
distribution µ on [0, 1] verifying (9), which is what we wanted to prove. �

3.3. Completing the proof of the sublinearity results. Propositions 3.1 and 3.2 imply the fol-
lowing result, which is the core of the proofs of our sublinearity results (Theorems 1.9 and 1.10).

Theorem 3.4. For p in [0, 1), we have α̃(W p) = 0 almost surely.

We now proceed with the proofs of our sublinearity results.

Proof of Theorem 1.9. Let p ∈ [0, 1) and consider a sequence (Gn) of random graphs which
converges to the Brownian cographon W p. By Skorokhod representation theorem, we can rep-
resent allGn andW p on the same probability space so thatGn converges toW p almost surely.
Applying Proposition 2.3, we get that, a.s.,

lim sup
n→∞

1
n
α(Gn) = lim sup

n→∞
α̃(WGn) ≤ α̃(W p),

By Theorem 3.4, the upper bound is 0 a.s. Thus, 1
n
α(Gn) converges to 0 a.s. and hence in

probability. �

Proof of Theorem 1.10. Recall that, for any permutation σ, there is a one-to-one correspondence
between increasing subsequences of σ and independent sets of inv(σ). In particular, one has
LIS(σ) = α(inv(σ)).

Consider now a sequence σn of random permutations tending to the Brownian separable per-
muton µp for p ∈ [0, 1). By Proposition 2.7, the sequence inv(σn) converges to the Brown-
ian cographon W p. Applying Theorem 1.9 gives that α(inv(σn))

n
tends to 0 in probability. But

α(inv(σn))
n

= LIS(σn)
n

a.s., concluding the proof. �

4. ON THE NUMBER OF INDEPENDENT SETS OF A GIVEN SIZE

For k ≤ n let Xn,k be the random variable given by the number of independent sets of size k
in a uniform cograph of size n. The goal of this section is to prove Theorem 1.3, i.e. to estimate
E[Xn,k] in the case where k grows linearly in n.
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The first step of the proof is to obtain equations for the exponential generating series of
cographs with a marked independent set, through symbolic combinatorics. To this aim, it is
convenient to encode cographs by their cotrees. The asymptotic analysis is then performed via
saddle-point analysis.

4.1. Combinatorial preliminaries: cographs and cotrees.

Definition 4.1. A labeled cotree of size n is a rooted tree t with n leaves labeled from 1 to n such
that:

• t is not plane, (i.e. the children of every internal node are not ordered);
• every internal node has at least two children;
• every internal node in t is decorated with a 0 or a 1;
• decorations 0 and 1 should alternate along each branch from the root to a leaf.

An unlabeled cotree of size n is a labeled cotree of size n where we forget the labels on the leaves.

Remark 4.2. In [BBF+19], the objects above were called canonical cotrees, the cotrees therein
being defined relaxing the last condition above. In the current paper, we only use cotrees where
decorations 0 and 1 do alternate, hence we return to the usual terminology, calling them simply
cotrees.

For an unlabeled cotree t, we denote by Cograph(t) the unlabeled graph defined recursively as
follows (see an illustration in Fig. 3):

• If t consists of a single leaf, then Cograph(t) is the graph with a single vertex.
• Otherwise, the root of t has decoration 0 or 1 and has subtrees t1, . . . , td attached to it

(d ≥ 2). Then, if the root has decoration 0, we let Cograph(t) be the disjoint union
of Cograph(t1), . . . , Cograph(td). Otherwise, the root has decoration 1, and we let
Cograph(t) be the join of Cograph(t1), . . . , Cograph(td).

1

2
3

4

5
6

7

8

1 8

24

35

67

0

11

0

FIGURE 3. Left: A labeled cotree t with 8 leaves. Right: The associated labeled
cograph Cograph(t) of size 8.

Note that the above construction naturally entails a one-to-one correspondence between the
leaves of the cotree t and the vertices of its associated graph Cograph(t). Therefore, it maps the
size of a cotree to the size of the associated graph. Another consequence is that we can extend the
above construction to a labeled cotree t, and obtain a labeled graph (also denoted Cograph(t)),
with vertex set {1, . . . , n}: each vertex of Cograph(t) receives the label of the corresponding leaf
of t.
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By construction, for all cotrees t, the graph Cograph(t) is a cograph. Conversely, each cograph
can be obtained in this way, and this correspondence is one-to-one. This property is ensured
by the alternation of decorations 0 and 1 in cotrees. This was first shown in [CLS81]. The
presentation of [CLS81], although equivalent, is however a little bit different, since cographs are
generated using exclusively “complemented unions” instead of disjoint unions and joins. The
presentation we adopt has since been used in many algorithmic papers, see e.g. [HP05, BCH+08].

From a graph G, the unique cotree t such that Cograph(t) = G is recursively built as follows.
If G consists of a single vertex, t is the unique cotree with a single leaf. If G has at least two
vertices, we distinguish cases depending on whether G is connected or not.

• If G is not connected, the root of t is decorated with 0 and the subtrees attached to it are
the cographs associated with the connected components of G.
• If G is connected, the root of t is decorated with 1 and the subtrees attached to it are

the cographs associated with the induced subgraphs of G whose vertex sets are those of
the connected components of Ḡ, where Ḡ is the complement of G (graph on the same
vertices with complement edge set).

Important properties of cographs which justify the correctness of the above construction are the
following: cographs are stable by induced subgraph and by complement, and a cographG of size
at least two is not connected exactly when its complement Ḡ is connected.

Remark 4.3. The transformation which switches every decoration 1↔ 0 in a cotree is of course
an involution. Moreover, it turns independent sets into cliques in the corresponding cograph
(indeed {v, v′} is an edge in Cograph(t) if and only if the first common ancestor of the corre-
sponding leaves of t has decoration 1). This proves that for every n, if Gn denotes a uniform
random cograph (either labeled or unlabeled) of size n, then

(17) α(Gn)
(d)
= ω(Gn),

where ω(G) is the maximal size of a clique in the graph G.

4.2. Proof of Theorem 1.3: Enumeration. LetL be the combinatorial family of labeled cotrees
for which we forget decorations, counted by the number of leaves. Let L(z) denote the corre-
sponding exponential generating function. The series L(z) =

∑
`∈L z

|`|/|`|! is the unique formal
power series without constant term solution of

(18) L(z) = z + eL(z) − 1− L(z).

(The enumeration of L is provided in [FS09, Example VII.12 p.472] under the name of labeled
hierarchies, see also [BBF+19] Propositions 5.1 and 5.4.)

Next we consider pairs (G, I), where G is a (labeled) cograph and I an independent set of
G. We see such a pair as a marked cograph. Let us consider the associated bivariate generating
function

C(z, u) =
∑

(G,I) :G cograph,
I⊆VG independent

1

|VG|!
z|VG|u|I|.
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Note that if G is reduced to a single vertex • we have (G, I) = (•,∅) or (•, {•}), therefore

(19) C(z, u) = z + zu+ C0(z, u) + C1(z, u),

where C0(z, u) (resp C1(z, u)) is the bivariate series of the set C0 (resp. C1) of marked cographs
(necessarily of size ≥ 2) for which the root of the associated cotree is decorated with a 0 (resp.
a 1). We have L(z) = z + C0(z, 0) = z + C1(z, 0). Indeed when the decoration of the root is
fixed, the other decorations are then determined by the alternation condition.

Proposition 4.4 (Functional equations for C0, C1).
i) A relation between the series C0(z, u) and C1(z, u) is given by

(20) C0(z, u) = ez(1+u)+C1(z,u) − 1− z(1 + u)− C1(z, u),

ii) and the series C1(z, u) is a solution of

(21) C1(z, u) = eL(z) − 1− L(z) + (eL(z) − 1)
(
ez(1+u)+C1(z,u) − 1− C1(z, u)− L(z)

)
.

In the proof below, we make use of the notation exp≥k(x) :=
∑

i≥k
xi

i!
.

Proof. When a cotree T has its root r decorated by a 0, if we denote by (Ti) the subtrees rooted
at the children of r, then the cographG associated with T is the disjoint union of the cographsGi

corresponding to the Ti. An independent set of G is then the union of independent sets chosen in
each of the Gi. Recall also that by definition of cotrees, r has at least two children.

Therefore the marked cographs for which the root of the associated cotree is decorated with a
0 can be described as a multiset of at least two elements chosen between (•,∅), (•, {•}) and the
elements of C1.

Using the symbolic method for labeled structures [FS09], we get the equation

C0(z, u) = exp≥2 (z + zu+ C1(z, u)) = ez(1+u)+C1(z,u) − 1− z(1 + u)− C1(z, u),

which is Eq. (20).
When on the contrary a cotree T has its root r decorated by a 1, if we denote again by (Ti)

the subtrees rooted at the children of r, then the cograph G associated with T is the join of the
cographs Gi corresponding to the Ti. An independent set of G must then be an independent set
chosen in one of the Gi only (and the other children of r do not contribute to this independent
set).

Let C∅ denote the set of cographs without mark and whose cotree does not have a root deco-
rated by a 1, i.e. C∅ is the set consisting in (•,∅) and the elements of C0 marked with an empty
independent set. Then, we distinguish two cases to describe the elements of C1 (marked cographs
for which the root of the associated cotree is decorated with a 1). Either they are marked with
an empty independent set, and in this case they can be described as multisets of at least two
elements of C∅. Or they are marked with a nonempty independent set, and they can be described
as the pairs consisting of

• a cograph which is either (•, {•}) or an element of C0 marked with a nonempty indepen-
dent set (for the graph Gi containing the independent set); and
• a multiset of at least one element of C∅ (for the other graphs Gi).
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We get the equation

C1(z, u) = exp≥2 (z + C0(z, 0)) + (zu+ C0(z, u)− C0(z, 0))× exp≥1 (z + C0(z, 0)) .

Thus, by eliminating C0(z, u) and using that L(z) = z + C0(z, 0), we obtain Eq. (21). �

4.3. Proof of Theorem 1.3: main asymptotics - Proof of Eq.1 p.3. From [FS09, Example
VII.12 p.472] the series L(z) has radius of convergence ρ = 2 log(2) − 1 and is ∆-analytic.
Moreover the following expansion holds at z = ρ:

(22) L(z) =
z→ρ

log(2)−√ρ
√

1− z
ρ

+O(1− z
ρ
).

Eq. (22) combined with the transfer theorem [FS09, Cor.VI.1] yields

(23) [zn]L(z) ∼
√

2 log 2− 1

4π
ρ−n n−3/2.

Fix u ∈ C. The overall strategy is to perform saddle-point analysis with C1(z, u). To do so
we rewrite Eq. (21) as C1(z, u) is solution of C = G(z, C, u) where

G(z, c, u) = eL(z) − 1− L(z) + (eL(z) − 1)
(
ec+z(1+u) − 1− c− L(z)

)
.

We will show that this almost fits the settings of the so-called smooth implicit-function schema
(see [FS09, Sec. VII.4.1]), only the nonnegativity of the coefficients of G is not verified here.
Nevertheless, we shall prove that sufficient conditions for the validity of [FS09, Thm. VII.3
p.468] are satisfied.

Analyticity:
Observe that for every u ∈ C the bivariate series (z, c) 7→ G(z, c, u) is analytic for |z| < ρ and
c ∈ C.

Solution of the characteristic system:
We use the notational convention that, for any function H and variable t, Ht denotes the partial
derivative of H with respect to t.

We consider the characteristic system

(24) G(r, s, u) = s, Gc(r, s, u) = 1,

namely

eL(r) − 1− L(r) + (eL(r) − 1)
(
es+r(1+u) − 1− s− L(r)

)
= s,(25)

(eL(r) − 1)
(
es+r(1+u) − 1

)
= 1.(26)

We aim at proving that, for any u > 0, it admits a unique solution (r, s) = (r(u), s(u)) with
0 < r < ρ and 0 < s. Below, we often use that the radius of convergence ρ of L(z) satisfies
ρ = 2 log(2)− 1 and L(ρ) = log(2).

We observe that if we substitute Eq. (26) into Eq. (25) we obtain that

(27) s = 1− L (r) .
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Then Eq. (26) can be rewritten as

(28) F (r, u) = 0 with F (x, u) = (eL(x) − 1)(e1−L(x)+x(1+u) − 1)− 1.

We have

Fx(x, u) =
(
L′(x)eL(x) +

(
1 + u− L′(x)

)
(eL(x) − 1)

)
e1−L(x)+x(1+u) − L′(x)eL(x).

= (1 + u)(eL(x) − 1)e1−L(x)+x(1+u) + L′(x)
(
e1−L(x)+x(1+u) − eL(x)

)
.

Fix u > 0. For 0 < x ≤ ρ, one has

1− L(x) + x(1 + u) > 1− L(x) + x ≥ L(x)

(indeed one has equality for x = ρ and 2L(x)−x is increasing), so that Fx(x, u) > 0. Therefore,
the function F is increasing with x on the interval [0, ρ]. Since F (0, u) = −1 and F (ρ, u) >
F (ρ, 0) = 0, Eq. (28) admits a unique solution r such that 0 < r < ρ.

From Eq. (27), we have s = 1−L(r). Since L is increasing and r < ρ, we have s > 1−L(ρ) =
1− log(2) > 0.

We conclude that for u > 0, the charateristic system (24) has a unique positive solution
r(u), s(u) in the analyticity domain of G.

Locating the singularity of C1(z, u):
Fix u > 0. To obtain the singular behavior of C1(z, u) as in [FS09, Thm. VII.3 p.468] despite
the negativity of some coefficients of G, we see from [FS09, Note VII.16 p.471] that it is enough
to show the following: C1(z, u) has radius of convergence r(u) and its value at this singularity
is given by C1(r(u), u) = s(u), i.e. the dominant singularity of C1(z, u) corresponds to the
solution of the characteristic system.

The argument to prove this is an adaptation of that in [FS09, p.468] to our setting where
G has some negative coefficients but a larger analyticity region than what is usually assumed.
Namely, our G is analytic on the whole domain {|z| < ρ, c ∈ C}, while the smooth implicit-
function schema only assumes analyticity on {|z| < R, |c| < S} (with the notation of [FS09,
Sec. VII.4.1]). Let us denote temporarily ρ(u) the radius of convergence of C1(z, u), which is a
singularity of C1(z, u) from Pringsheim’s theorem.

We first show that ρ(u) ≥ r(u). We proceed by contradiction, and assume ρ(u) < r(u). We
set σ(u) = C1(ρ(u), u) and distinguish two cases.

• Assume σ(u) < +∞. Then, since C1(z, u) is a solution of C = G(z, C, u), we have
σ(u) = G(ρ(u), σ(u), u). By uniqueness of the solution of the characteristic system, we
necessarily have Gc(ρ(u), σ(u), u) 6= 1 . Therefore, using the analytic implicit function
lemma [FS09, Lemma VII.2, p.469], C1(z, u) can be extended analytically in a neigh-
bourhood of ρ(u), contradicting the fact that ρ(u) is a singularity of C1(z, u).
• If σ(u) = +∞, one checks easily that the function z 7→ Gc(z, C1(z, u), u) tends to +∞

when z tends to ρ(u). But for z = 0, we have Gc(0, C1(0, u), u) = 0. The intermediate
value theorem ensures the existence of z1 in (0, ρ(u)) such that Gc(z1, C1(z1, u), u) = 1.
This gives an other solution (z1, C1(z1, u)) of the characteristic system, contradicting the
uniqueness of the solution.



INDEPENDENT SETS IN COGRAPHS AND INCREASING SUBSEQUENCES IN SEPARABLE PERMUTATIONS 23

We have reached a contradiction in both cases, proving that ρ(u) ≥ r(u).
This allows us to consider C1(r(u), u) (which is possibly infinite), and we assume for the sake

of contradiction that C1(r(u), u) 6= s(u). Then for a < r(u) sufficiently closed to r(u) the
equation y = G(a, y, u) admits several solutions y ∈ C:

• one is given by y = C1(a, u),
• and two are obtained evaluating in a the two functions y1(z) and y2(z) given by the singu-

lar implicit function lemma [FS09, Lemma VII.3, p.469] applied to the point (r(u), s(u)).
(Note that the applicability of this lemma is guaranteed by the fact that (r(u), s(u)) is a solution
of the characteristic system and Eq. (30) below.)

From [FS09, Lemma VII.3, p.469], it is clear that the last two solutions above are distinct for
a close enough to r(u). The first one is also different from them for a close enough to r(u):
indeed, for z tending to r(u), C1(z, u) tends to C1(r(u), u) while the two other solutions tend to
s(u). However, the function y 7→ G(a, y, u) is strictly convex (one checks easily that its second
derivative is positive) and therefore cannot cross three times the main diagonal. We have reached
a contradiction. We conclude that C1(r(u), u) = s(u).

It remains to prove ρ(u) = r(u). Since (r(u), s(u)) is a solution of the characteristic system,
there is no analytic solution of the equation y = G(z, y, u) around the point (z, y) = (r(u), s(u))
(see the proof of [FS09, Lemma VII.3, p.469], where it is shown that any solution y has a series
expansion involving a square-root term and hence cannot be analytic). Therefore C1(z, u) cannot
be extended analytically to a neighbourhood of r(u). So, ρ(u) = r(u), as wanted.

Obtaining the asymptotics:
From [FS09, Sec. VII.4.1], we therefore obtain an estimate of C1(z, u) as z approaches r(u).
Namely, for every u > 0 the series C1(z, u) has a square-root singularity at r(u) and in some
∆-domain, we have

(29) C1(z, u)
z→r(u)

= s(u)− γ1(u)
√

1− z/r(u) +O(1− z/r(u))

with γ1(u) =
√

2 r(u)Gz(r(u),s(u),u)
Gcc(r(u),s(u),u)

. Note that

Gcc(r(u), s(u), u) > 0 and Gz(r(u), s(u), u) > 0,(30)

the first inequality following from the explicit expression of Gcc, and the second one from
Eq. (40) below. Also note that the determination of the sign in front of

√
1− z/r(u) uses that

C1 is increasing in z when z approaches r(u) from the left.
We now argue that the solutions (r, s) = (r(u), s(u)) of the characteristic system (24) have

analytic continuations in a neighbourhood of every u > 0. Observe thatG is analytic and that the
Jacobian matrix of the system is the following determinant (where all derivatives are evaluated
at (r(u), s(u), u)) ∣∣∣∣ Gz Gc − 1

Gcz Gcc

∣∣∣∣ =

∣∣∣∣ Gz 0
Gcz Gcc

∣∣∣∣ = GzGcc.

It is nonzero from Eq. (30). Consequently, the functions r(u), s(u) can be uniquely extended to
complex u that are sufficiently close to the positive real axis.
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By continuity we can also ensure that Gz and Gcc are non-zero. We denote by U the open set
of complex numbers u where these properties hold. By [Drm09, proof of Remark 2.20], it thus
follows that the singular representation (29) also holds for complex u ∈ U (and for z in a proper
∆-domain depending on u).

Combining relations (19) and (20) with the above development (29) of C1(z, u) near z = r(u),
we obtain

C(z, u)
z→r(u)

= r(u)(1 + u)− γ(u)
√

1− z/r(u) +O(1− z/r(u)),

where γ(u) is defined by

γ(u) = γ1(u) exp (s(u) + r(u)(1 + u)) .

Moreover since C(z, u) is aperiodic, r(u) is the unique dominant singularity of C and

(31) [zn]C(z, u)
n→+∞

=
γ(u)

2
√
π
n−3/2(r(u))−n (1 +O(1/n))

uniformly for u in a compact subset contained in U .
Now we can proceed as in [Drm94, Thm.3], with the nonnegativity of the coefficients of G re-

placed by the above variant of the smooth-implicit function schema, and obtain by an application
of a saddle point integration

(32) [znuk]C(z, u) ∼
Rk/n

n2

(
r(u(k/n))u(k/n)k/n

)−n
,

uniformly for an ≤ k ≤ bn with 0 < a < b < 1, where Rβ (0 < β < 1) is some positive
(computable) constant and u = u(β) is determined by the equation

(33) β = −u r
′(u)

r(u)
=

uGu(r(u), s(u), u)

r(u)Gz(r(u), s(u), u)
.

Indeed Eq. (33) is the rewriting of [Drm94, (2.14)] with our notation.
For u > 0, Gu(r(u), s(u), u) > 0 (differentiating the definition of G) and Gz(r(u), s(u), u) >

0 (see Eq. (40) below). So, β 7→ u(β) is the inverse of the function u 7→ β defined in Eq. (33),
which is positive for u > 0, and we deduce that u(β) > 0 for β > 0.

Finally with Eq. (23) we obtain

E[Xn,k] =
[znuk]C(z, u)

[zn]C(z, 0)
=

for n≥2

[znuk]C(z, u)

[zn]2L(z)
∼
Bk/n√
n

(Ck/n)n,

uniformly for an ≤ k ≤ bn for some Bβ > 0 and with

(34) Cβ :=
2 log(2)− 1

r(u(β))u(β)β
.

concluding the proof of Eq. (1) (page 3).
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4.4. Proof of Theorem 1.3: Estimates (i) and (ii). Now we want to establish that there exists
β0 > 0 such that for any β ∈ (0, β0), Cβ > 1 proving the exponential growth of E[Xn,bβnc] for
these values of β. The main trick is a parametrization of the quantities involved in the expression
of β.

It turns out that everything can be parametrized with y := L (r(u)). Eq. (18) p.19 becomes

(35) y = r(u) + ey − 1− y.

If we plug s(u) = 1− y into Eq. (26), we quickly derive

(36) e1+r(u)(1+u) =
e2y

ey − 1

and we can eliminate r(u) thanks to Eq. (35): we obtain

(37) u =
ey − 2− log(ey − 1)

2y + 1− ey
.

Using the notation y(β) = L (r(u(β))) we get from Eq. (37) and Eq. (35):

u(β) =
ey(β) − 2− log(ey(β) − 1)

2y(β) + 1− ey(β)
,(38)

r(u(β)) = 2y(β) + 1− ey(β).(39)

Finally, we use Eq. (33) to write β as a function of y(β). As a first step in deriving this
expression of β, we use Eqs. (24) and (25) defining G, and then Eqs. (27), (35) and (36) to obtain

Gu (r(u), s(u), u) = (eL(r(u)) − 1)es(u)+r(u)(1+u)r(u)

= (ey − 1)
ey

ey − 1
(2y + 1− ey) = ey(2y + 1− ey).

For the next step, we focus on Gz (r(u), s(u), u). Using Eqs. (18), (27) and (35), we start by
observing that

L′(z) =
1

2− eL(z)
, es(u)+r(u)(1+u) =

ey

ey − 1
, 1 + s(u) + y = 2.

Therefore, with the shorter notation L := L(r(u)), L′ := L′(r(u)), r := r(u), s := s(u), we
have

Gz (r(u), s(u), u) = (eL − 1)L′ + eLL′
(
es+r(1+u) − 1− s− L

)
+ (eL − 1)

(
es+r(1+u)(1 + u)− L′

)(40)

=
�
�
��ey − 1

2− ey
+

ey

2− ey
×
(

ey

ey − 1
− 2

)
+ (ey − 1)×

(
ey

ey − 1
(1 + u)−

�
�
��1

2− ey

)
(41)

=
ey

2− ey
×
(

ey

ey − 1
− 2

)
+�����(ey − 1)×

(
ey

����ey − 1
(1 + u)

)
(42)

=
ey

����2− ey
×����2− ey

ey − 1
+ ey(1 + u) =

ey

ey − 1
+ ey(1 + u).(43)
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Setting u = u(β) in the above, we obtain, using Eq. (38),

Gz (r(u(β)), s(u(β)), u(β)) =
ey(β)

ey(β) − 1
+ ey(β)

2y(β)− 1− log(ey(β) − 1)

2y(β) + 1− ey(β)
.

Recalling Eqs. (33) and (39) and putting everything together we can write β as an explicit
function of y := y(β):

(44) β =
(ey − 2− log(ey − 1)) (ey − 1)

2y + 1− ey + (ey − 1)(2y − 1− log(ey − 1))

Combining Eq. (34) with Eqs. (38), (39) and (44), we can therefore express Cβ as an explicit
function of y(β), or as a function of β (inverting numerically Eq. (44)). See Fig. 1 p.6. Indeed
the relation between y ∈ (0, log 2) and β ∈ (0, 1) is monotonously decreasing and bijective from
Eq. (44). Using the Taylor expansion of the RHS of Eq. (44) around y = log(2) we obtain (see
the jupyter notebook mentioned below)

(45) β =
(y − log(2))2

2 log(2)− 1
+O((y − log(2))3).

Plugging this estimate in the Taylor expansion of Eqs. (38) and (39) around y = log(2) we obtain

r(u(β)) = 2 log(2)− 1− (y − log(2))2 +O((y − log(2))3)

= 2 log(2)− 1 + (1− 2 log(2))β +O(β3/2),

u(β) =
2

2 log(2)− 1
(y − log(2))2 +O((y − log(2))3)

= 2β +O(β3/2).

From Eq. (34) we deduce Theorem 1.3 item (ii):

Cβ =
2 log(2)− 1

r(u(β))u(β)β
= 1 + β| log(β)|+ o(β log(β))

when β → 0.
In particular, this proves Cβ > 1 for β ∈ (0, β0) for some β0 > 0. Numerically, we obtain the

estimate β0 ≈ 0.522677 . . . ; we furthermore observe numerically that Cβ reaches its maximum
at β? ≈ 0.229285 . . .

Details on the computations above are provided in a jupyter notebook embedded into this pdf
(alternatively you can download the source of the arXiv version to get the files). We provide both
an html read-only version and an editable ipynb version for the reader’s convenience.

5. ASYMPTOTIC RESULTS FOR SEPARABLE PERMUTATIONS

We now discuss the proof of Theorem 1.8, the analog of Theorem 1.3 for separable permuta-
tions. We start with some definitions.

Given two permutations, π of size k and τ of size `, the sum (resp. skew-sum) of π and τ ,
denoted ⊕[π, τ ] (resp. 	[π, τ ]) is the permutation σ of size k + ` such that

• for 1 ≤ i ≤ k, σ(i) = π(i) (resp. σ(i) = `+ π(i)), and



INDEPENDENT SETS IN COGRAPHS AND INCREASING SUBSEQUENCES IN SEPARABLE PERMUTATIONS 27

• for 1 ≤ i ≤ `, σ(k + i) = k + τ(i) (resp. σ(k + i) = τ(i)).

Sums and skew-sums readily extend to more than two permutations, writing ⊕[π, . . . , τ, ρ] =
⊕[π, · · · ⊕ [τ, ρ]] (and similarly for 	).

As mentioned in Section 1.2, separable permutations are those which can be obtained from
permutations of size 1 performing sums and skew-sums. This is similar to the characterization of
cographs as the graphs obtained using the join and disjoint union construtions, from graphs with
one vertex. And similarly to the description of cographs through their cotrees, this allows to as-
sociate a tree with each separable permutation. (This is actually a special case of the construction
which associate with each permutation, not necessarily separable, its substitution decomposition
tree – see e.g. [BBF+19b, Section 1.1]).

There are actually several presentations of this correspondence between separable permuta-
tions and trees. The one which is suitable here is presented in [BBF+18, Section 2.2], and we
borrow our terminology from there.

Definition 5.1. A signed Schröder tree where the signs alternate of size n is a rooted tree t with
n leaves such that:

• t is plane (i.e. the children of every internal node are ordered);
• every internal node has at least two children;
• every internal node in t is decorated with ⊕ or 	;
• decorations ⊕ and 	 should alternate along each branch from the root to a leaf.

An important difference with cotrees is that the above trees are plane, while cotrees are not
plane.

We can associate to a signed Schröder tree where the signs alternate a permutation perm(t) of
the same size, as follows.

• If t consists of a single leaf, then perm(t) is the permutation of size 1.
• Otherwise, the root of t has decoration ⊕ or 	 and has subtrees t1, . . . , td attached to it

(d ≥ 2), in this order from left to right. Then, if the root has decoration⊕, we let perm(t)
be ⊕[perm(t1) . . . , perm(td)]. Otherwise, the root has decoration 	, and we let perm(t)
be 	[perm(t1), . . . , perm(td)].

Proposition 5.2. The correspondence presented above between separable permutations and
signed Schröder trees where the signs alternate is one-to-one.

For a proof of this statement, we refer to [BBF+18, Proposition 2.13] – see also the references
given in [BBF+18].

We can now move to the proof of Theorem 1.8. The strategy is the same as in the proof of
Theorem 1.3, using the encoding of separable permutations by their signed Schröder trees where
the signs alternate, instead of the encoding of cographs by their cotrees. We therefore only sketch
the computations here. Details are provided in the attached jupyter notebook.

The proof involves the generating function S	 := S	(z, u) (resp. S⊕ := S⊕(z, u)) counting
separable permutations which can be decomposed as a skew-sum (resp. sum) marked with an
increasing subsequence.
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We denote by S := S(z) the solution of S = z + S2/(1 − S). Equivalently, S is the series
of Schröder trees (i.e., plane trees where internal nodes have at least two children) counted by
leaves. Unlike in the case of cographs, the series S is explicit here, namely it holds that S(z) =
(1 + z −

√
1− 6z + z2)/4. Its radius of convergence is ρ = 3 − 2

√
2 and we have S(ρ) =

(2−
√

2)/2.
The analogs of Eqs. (20) and (21) p.20 are thenS	 = S2

1−S +
(

(S	+z+zu)2

1−(S	+z+zu) + zu+ z − S
)
×
(

1
(1−S)2 − 1

)
,

S⊕ = (S	+z+zu)2

1−(S	+z+zu) .

Indeed an element counted by S⊕ can be described as a sequence of at least two elements chosen
between (•,∅), (•, {•}) and the elements counted by S	, leading to the second equation. More-
over, S⊕+ zu+ z counts marked trees whose root is not 	, while S counts trees marked with an
empty increasing sequence where we forgot signs.

Fix u > 0. In order to perform saddle-point analysis with S	 we rewrite the first equation of
the previous system as S	 is solution of S	 = G(z, S	, u) where

(46) G(z, c, u) =
S2(z)

1− S(z)
+

(
(c+ z + zu)2

1− (c+ z + zu)
+ zu+ z − S(z)

)
×
(

1

(1− S(z))2
− 1

)
Again this almost fits the settings of the smooth implicit-function schema, only the nonnega-

tivity of the coefficients of G is not verified here. And, as we shall see, sufficient conditions for
the validity of [FS09, Thm. VII.3 p.468] similar to the cograph case are satisfied.

Note that the bivariate series (z, c) 7→ G(z, c, u) is analytic on {(z, c) : |z| < ρ, c+z+zu < 1}.
Moreover the characteristic system,

(47) G(r, s, u) = s, Gc(r, s, u) = 1,

can be worked out and its solutions satisfy either

(r1, s1) =

(
1

1 + u
(2S(r1)− 2

√
2S(r1)− S(r1)2 + 1),−2S(r1) +

√
2S(r1)− S(r1)2

)
or

(r2, s2) =

(
1

1 + u
(2S(r2) + 2

√
2S(r2)− S(r2)2 + 1),−2S(r2)−

√
2S(r2)− S(r2)2

)
.

Since s2 < 0, we focus on solutions of the first kind. A simple function analysis shows that, for
any u > 0, there is a unique r1 in (0, ρ) satisfying

r1 =
1

1 + u
(2S(r1)− 2

√
2S(r1)− S(r1)2 + 1).
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This proves that for u > 0, the characteristic system (47) has a unique positive solution (r(u), s(u)).
Moreover, with y := S (r(u)) we have

r(u) =
1

u+ 1

(
2y − 2

√
2y − y2 + 1

)
,(48)

s(u) = −2y +
√

2y − y2 ,(49)

u =
2 (1− y)

√
2y − y2 − 1

2y2 − y
.(50)

One can show as in the cograph case, but comparing S	(ρ(u), u) with 1− ρ(u)(1 +u) instead
of +∞, that S	(z, u) has radius of convergence r(u) and that its value at this singularity is given
by S	(r(u), u) = s(u). Again in an analogous way to the cograph case one can verify that the
solutions (r, s) = (r(u), s(u)) of the characteristic system (47) have analytic continuations in a
neighbourhood of every u > 0, noting that

Gz(r(u), s(u), u) =
6y2
√
y(2− y)− 4y2 − 10y

√
y(2− y) + 9y + 2

√
y(2− y)− 2

y(y − 1)(y − 2)(2y − 1)(2y2 − 4y + 1)

is positive on the interval (0, S(ρ)).
Therefore since S	(z, u) is aperiodic we can apply [Drm94, Thm.3] to prove Eq. (3) of The-

orem 1.8 and we obtain

Eβ =
1

(3 + 2
√

2)r(u(β))u(β)β
.

Then Eq. (48) provides an explicit (yet complicated) expression for Eβ which is tractable with
a computer algebra system. This expression allows to prove that there exists β1 > 0 (numerically
estimated at β1 ≈ 0.5827) such that for every β < β1 we have Eβ > 1.
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Symbolic computations associated to Independent sets in cographs and increasing subsequences in separable permutations¶

The aim of this SymPy (python) worksheet is to provide all the computations needed to get the exact and numerical results of Section 4-5 in the paper "Linear-sized independent sets in random cographs and increasing subsequences in separable permutations" by F.Bassino et al.


Notation and definitions are taken from this paper.
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In [1]:


     
## loading python libraries

# necessary to display plots inline:
%matplotlib inline   

# load the libraries
import matplotlib.pyplot as plt # 2D plotting library
import numpy as np              # package for scientific computing  
from pylab import *

from math import *              # package for mathematics (pi, arctan, sqrt, factorial ...)
import sympy as sp            # package for symbolic computation
from sympy import *
from IPython.display import display # nice displays

from sympy import init_printing
init_printing() 





     
















Sec.4 Linear-sized independent sets in cographs¶

Recall the notation of Section 4: for fixed $\beta\in (0,1)$ the random variable $X_{n,\lfloor \beta n\rfloor}$ is the number of independent sets
of size $\lfloor \beta n\rfloor$ in a uniform random labeled cograph of size $n$.


We prove that there exist some computable constants $B_\beta >0$, $C_\beta >0$ such that
\begin{equation}
\mathbb{E}[X_{n,\lfloor \beta n\rfloor}] \sim B_\beta n^{-1/2} (C_\beta)^n.
\end{equation}


We now provide all the necessary code to obtain exact and  numerical approximation of $C_\beta$ with arbitrary precision (and also prove that $C_\beta >1$ for small enough $\beta$).













Exact results: parametrization with $y$¶

First it is proved that $\beta$ can be written as $\beta=\Psi(y)$ where
$$
\Psi(y):=\frac{ \left( e^{y}-2 - \log(e^{y}-1) \right) (e^{y}-1)  }
{ 2y + 1 - e^{y} + (e^{y}-1) (2y - 1- \log(e^{y}-1) ) }.
$$
and where we have put 
$$
y=L\left(r(u(\beta) \right)
$$
(see below for the expressions of functions $r,u$).









In [2]:


     
var('y')
def Psi(y):    
    A=(sp.exp(y)-2-sp.log(sp.exp(y)-1))*(sp.exp(y)-1)
    B=2*y+1-sp.exp(y)+(sp.exp(y)-1)*(2*y-1-sp.log(sp.exp(y)-1))
    return A/B

print('beta as a function of y:')
display(Psi(y))





     















    
    




beta as a function of y:










    
    






$\displaystyle \frac{\left(e^{y} - 1\right) \left(e^{y} - \log{\left(e^{y} - 1 \right)} - 2\right)}{2 y + \left(e^{y} - 1\right) \left(2 y - \log{\left(e^{y} - 1 \right)} - 1\right) - e^{y} + 1}$

















In Sec.4 of the paper it is then proved that $C_\beta$ can be written as
$$
C_\beta= \frac{2\log(2)-1}{r(u(\beta)) u(\beta)^{\beta}}=  \frac{2\log(2)-1}{G(y)F(y)^{\beta}}
=  \frac{2\log(2)-1}{G(y)F(y)^{\Psi(y)}}
$$
where
\begin{align*}
F(y)&=\frac{e^{y}-2 - \log(e^{y}-1)}{2y + 1 - e^{y}}\\
G(y)&= 2y + 1 - e^{y}.
\end{align*}









In [4]:


     
def F(y):
    A=(sp.exp(y)-2-sp.log(sp.exp(y)-1))
    B=2*y+1-sp.exp(y)   
    return A/B

def G(y):
    B=2*y+1-sp.exp(y)  
    return B

def C_beta(y):
    return (2*sp.log(2)-1)/(G(y)*(F(y)**Psi(y)))

print('C_beta as a function of y:')
display(C_beta(y))





     















    
    




C_beta as a function of y:










    
    






$\displaystyle \frac{\left(\frac{e^{y} - \log{\left(e^{y} - 1 \right)} - 2}{2 y - e^{y} + 1}\right)^{- \frac{\left(e^{y} - 1\right) \left(e^{y} - \log{\left(e^{y} - 1 \right)} - 2\right)}{2 y + \left(e^{y} - 1\right) \left(2 y - \log{\left(e^{y} - 1 \right)} - 1\right) - e^{y} + 1}} \left(-1 + 2 \log{\left(2 \right)}\right)}{2 y - e^{y} + 1}$

















Therefore we can plot $C_\beta$ as a function of $y$:









In [5]:


     
Y=np.arange(0.01,np.log(2),0.01)
C=[C_beta(y) for y in Y]
plt.plot(Y,C)
plt.title('C_beta as a function of y')
plt.show()
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Numerical approximations: parametrization with $\beta$¶









First a small function which uses the dichotomy method to compute numerically an implicit function:









In [6]:


     
def FindImplicit(function,value,x_min,x_max,eps):
    # returns x in (x_min,x_max) such that function(x)=value with precision eps
    if x_max -x_min < eps:
        return (x_max+x_min)/2 
    else:
        z= (x_max+x_min)/2 
        if (function(z)-value)*(function(x_min)-value)<0:
            return FindImplicit(function,value,x_min,z,eps)
        else:       
            return FindImplicit(function,value,z,x_max,eps)

print(FindImplicit(C_beta,value=1,x_min=0.01,x_max=0.6,eps=10**(-8)))





     















    
    




0.13363615326583386



















Thus we find that $C_\beta=1$ for $y \approx 0.13363615\dots$.









In [7]:


     
def C(beta):
    eps=0.00001
    y=FindImplicit(Psi,beta,eps**2,np.log(2),eps)
    return C_beta(y)
         
beeeta=np.arange(0.0001,0.9,0.01)
plt.plot(beeeta,[C(b) for b in beeeta])
plt.plot(0.5226,1,'o')
plt.title('C as a function of beta')
plt.show()
#TEST=[C(b) for b in np.arange(0.0001,0.8,0.01)]
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We now can give the $\beta_0$ of Theorem 1.3 in the paper. It is the value starting from which $C_\beta <1$ (the orange spot in the above plot). Namely 
$$
\beta_0 = \Psi( C_\beta^{-1}(1) )
$$


Therefore:









In [8]:


     
print(Psi(FindImplicit(C_beta,1,0.01,0.6,eps=10**(-8))))





     















    
    




0.522677412648179






















Expansion expansion of $C_\beta$ when $\beta \to 0$¶

Finally we compute the Taylor expansion of $C_\beta$ which is useful in the proof of Theorem 1.3 (ii):









In [9]:


     
print('Psi(y) near log(2) :')

Expression=Psi(y)
print(Expression.series(y,sp.log(2),n=3))





     















    
    




Psi(y) near log(2) :
2*(y - log(2))**2/(-2 + 4*log(2)) + O((y - log(2))**3, (y, log(2)))



















This shows 
\begin{equation}
\beta=\Psi(y)=(y - \log(2))^2/(2\log(2)-1) +\mathcal{O}((y - \log(2))^3).\tag{$45$}
\end{equation}

This allows us to compute the expansions of $u(\beta),r(u(\beta))$:









In [45]:


     
var('y')

def u(y):
    A=(sp.exp(y)-2-sp.log(sp.exp(y)-1))
    B=2*y+1-sp.exp(y)   
    return A/B

def r_circ_u(y):
    B=2*y+1-sp.exp(y)  
    return B

Expression=r_circ_u(y)
print('r \circ u: ')
display(Expression.series(y,sp.log(2),n=3))

print('u: ')
Expression=u(y)
display(Expression.series(y,sp.log(2),n=3))





     















    
    




r \circ u: 










    
    






$\displaystyle 2 \log{\left(2 \right)} - 1 - \left(y - \log{\left(2 \right)}\right)^{2} + O\left(\left(y - \log{\left(2 \right)}\right)^{3}; y\rightarrow \log{\left(2 \right)}\right)$








    
    




u: 










    
    






$\displaystyle \frac{2 \left(y - \log{\left(2 \right)}\right)^{2}}{-1 + 2 \log{\left(2 \right)}} + O\left(\left(y - \log{\left(2 \right)}\right)^{3}; y\rightarrow \log{\left(2 \right)}\right)$

















If we plug finally eq.(45) in the above we get
\begin{align*}
r(u(\beta))&=2\log(2) - 1 - \beta(2\log(2)-1) + \mathcal{O}(\beta^{3/2})\\
u(\beta)&=2\beta+ \mathcal{O}(\beta^{3/2})\\
\end{align*}


This allows us to find that
$$
C_\beta=1+\beta|\log(\beta)| +\mathrm{o}(\beta\log(\beta)).
$$













Sec.5: increasing sequences in separable permutations¶









In Section 5 we apply the same general strategy to the series $S_+(z,u)$, $S_-(z,u)$ which are solutions of


\begin{align*}
S_-(z,u) &= \frac{S^2}{1-S}+\left(\frac{(S_-(z,u) +z+zu)^2}{1-(S_-(z,u) +z+zu)}+zu+z -S(z)\right)\times \left( \frac{1}{(1-S)^2}-1\right),\\
S_+(z,u) &= \frac{(S_-(z,u) +z+zu)^2}{1-(S_-(z,u) +z+zu)}
\end{align*}where $S(z)$ is the solution of $S=z+S^2/(1-S)$.









In [10]:


     
# Of course we can explicitly solve S: 
var('S z')
def Schroder(z):
    return solve(S-z-S**2/(1-S),S)[0]
print('S(z) = ')
display(Schroder(z))





     















    
    




S(z) = 










    
    






$\displaystyle \frac{z}{4} - \frac{\sqrt{z^{2} - 6 z + 1}}{4} + \frac{1}{4}$

















We focus on $S_-$ and simplify the above equation: $S_-$ is solution of
$$
S_-(z,u) = \frac{S^2}{1-S}+\left(\frac{(S_-(z,u) +z+zu)^2}{1-(S_-(z,u) +z+zu)}+zu+z -S(z)\right)\times \left( \frac{1}{(1-S)^2}-1\right)=:G(z,S_-,u)
$$
The associated characteristic system is then:


\begin{align}\label{eq:CharacteristicSystem}
\frac{S(r)^2}{1-S(r)}+\left(\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r -S(r)\right)\times \left( \frac{1}{(1-S(r))^2}-1\right)&=s, \tag{$\star 1$}\\
\left( \frac{1}{(1-(s+r+ru))^2}  - 1 \right)\left( \frac{1}{(1-S(r))^2}-1\right)&=1. \tag{$\star 2$} 
\end{align}We can solve this system seeing $S(r)$ as a parameter:









In [11]:


     
var('s r u S')

A=S**2/(1-S)
B=(s+r+r*u)**2/(1-s-r-r*u)+r*u+r-S
C=1/((1-S)**2)-1
D=1/(1-s-r-r*u)**2-1

print('Solution of the charac. system as functions of S:')
display(solve([A+B*C-s,D*C-1],[s,r]))





     















    
    




Solution of the charac. system as functions of S:










    
    






$\displaystyle \left[ \left( - 2 S - \sqrt{- S \left(S - 2\right)}, \  \frac{2 S + 2 \sqrt{S \left(2 - S\right)} + 1}{u + 1}\right), \  \left( - 2 S + \sqrt{- S \left(S - 2\right)}, \  \frac{2 S - 2 \sqrt{S \left(2 - S\right)} + 1}{u + 1}\right)\right]$

















We obtain
\begin{align}\label{eq:Simpli_r_u}
r(u)&=  \frac{1}{u + 1} \left(2 y - 2 \sqrt{2y - y^2} + 1\right),\\
s(u)&= -2y+\sqrt{2y - y^2}
\end{align}
where $y:S(r(u))$.













Exact results: computing everything as a function of $y$¶








In [13]:


     
var('y u r')

def u(y):
    Numer_u=2*y-2*sp.sqrt(2*y-y**2)+1
    Denom_u=y-y**2/(1-y)
    u=Numer_u/Denom_u-1
    return (simplify(u))

print('u(y) = ')
display(u(y))





     















    
    




u(y) = 










    
    






$\displaystyle \frac{- 2 y \sqrt{y \left(2 - y\right)} + 2 \sqrt{y \left(2 - y\right)} - 1}{y \left(2 y - 1\right)}$

















It is easy to check that
$$
y\in (0,1-\tfrac{\sqrt{2}}{2}] \mapsto u(y) \in [0,+\infty),
$$
is a one-to-one mapping.









In [14]:


     
def s(y):
    return -2*y+sp.sqrt(2*y-y**2)
print('s(y) =')
display(s(y))





     















    
    




s(y) =










    
    






$\displaystyle - 2 y + \sqrt{- y^{2} + 2 y}$
















In [15]:


     
def r(y):
    return y-y**2/(1-y)
print('r(y) =')
display(r(y))


print('In passing we check: r(u=0) = '+str(simplify((r(1-sp.sqrt(2)/2))))+' as expected')





     















    
    




r(y) =










    
    






$\displaystyle - \frac{y^{2}}{1 - y} + y$








    
    




In passing we check: r(u=0) = 3 - 2*sqrt(2) as expected



















Recall that $S$ is a solution of $S=z+S^2/(1-S)$. By differentiating this equation we get
$$
S'=1+\frac{S' S(2-S)}{(1-S)^2}
$$
which gives a simple expression of $S'$ as a function of $S$:









In [16]:


     
var('Sprime')
print('S\' as a function of S:')
display(solve(Sprime-1-Sprime*S*(2-S)/(1-S)**2,Sprime))





     















    
    




S' as a function of S:










    
    






$\displaystyle \left[ \frac{\left(S - 1\right)^{2}}{S^{2} - 2 S + \left(S - 1\right)^{2}}\right]$
















In [17]:


     
def Sprime(y):
    return (y-1)**2/(y*(y-2)+(y-1)**2)
print('S\'(y) =')
display(Sprime(y))





     















    
    




S'(y) =










    
    






$\displaystyle \frac{\left(y - 1\right)^{2}}{y \left(y - 2\right) + \left(y - 1\right)^{2}}$

















Using (eq.(2.14) in M.Drmota Asymptotic distributions and a multivariate Darboux method in enumeration problems (1994)) we have that
$$
\beta= \frac{ uG_u(r(u),s(u),u) }{r(u)G_z(r(u),s(u),u)}
$$










We first have
\begin{align*}
G_u\left(r(u),s(u),u \right) &= \frac{r}{(1-r-s-ru)^2}\times \left( \frac{1}{(1-S(r))^2}-1\right)\\
&=r\times \left( \frac{1}{(1-S(r))^2}\right) \qquad \text{(using 2d equation of the charac. system)}.
\end{align*}


We now want to find an expression for $G_z$. 
\begin{multline}
G_z\left(r(u),s(u),u \right)=\frac{SS'(2-S)}{(1-S)^2}+\left(\frac{u+1}{(1-r-s-ru)^2}-S'\right)\times \left( \frac{1}{(1-S(r))^2}-1\right)\\
+\left(\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r -S\right)\times \left( \frac{2S'}{(1-S)^3}\right).
\end{multline}


Therefore
\begin{align}
\beta=\frac{ uG_u(r,s,u) }{rG_z(r,s,u)}
&= \frac{u(y)\times r\times \left( \frac{1}{(1-y)^2}\right)}
{ r\times \bigg(\frac{SS'(2-S)}{(1-S)^2}+\left(\frac{u+1}{(1-r-s-ru)^2}-S'\right)\times \left( \frac{2S-S^2}{(1-S)^2}\right) 
 +\left(\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r- S\right)\times \left( \frac{2S'}{(1-S)^2(1-S)}\right)\bigg)}\\
&= \frac{u(y)}
{SS'(2-S)+\left(\frac{u+1}{(1-r-s-ru)^2}-S'\right)\times \left( 2S-S^2\right) 
 +\left(\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r- S\right)\times \left( \frac{2S'}{1-S}\right)} \qquad (\star) 
\end{align}


Finally if we use
$$
S'=\frac{(S - 1)^2}{S(S-2) + (S - 1)^2}, 
$$
we can deduce from above an "explicit" expression of $\beta$ as a function of $y(\beta)$










We compute the denominator of $(\star)$:









In [18]:


     
def Denom_beta(y):
    Denom1=y*Sprime(y)*(2-y)
    Denom2=y*(2-y)*((u(y)+1)/((1-r(y)-s(y)-r(y)*u(y))**2)-Sprime(y))
    Denom3=((s(y)+r(y)+r(y)*u(y))**2/(1-s(y)-r(y)-r(y)*u(y))+r(y)*u(y)+r(y)-y)*((2*Sprime(y))/(1-y))
    return Denom1+Denom2+Denom3
print('Denominator of beta:')
display(Denom_beta(y))





     















    
    




Denominator of beta:










    
    






$\displaystyle \frac{y \left(2 - y\right) \left(y - 1\right)^{2}}{y \left(y - 2\right) + \left(y - 1\right)^{2}} + y \left(2 - y\right) \left(\frac{1 + \frac{- 2 y \sqrt{y \left(2 - y\right)} + 2 \sqrt{y \left(2 - y\right)} - 1}{y \left(2 y - 1\right)}}{\left(\frac{y^{2}}{1 - y} + y - \sqrt{- y^{2} + 2 y} + 1 - \frac{\left(- \frac{y^{2}}{1 - y} + y\right) \left(- 2 y \sqrt{y \left(2 - y\right)} + 2 \sqrt{y \left(2 - y\right)} - 1\right)}{y \left(2 y - 1\right)}\right)^{2}} - \frac{\left(y - 1\right)^{2}}{y \left(y - 2\right) + \left(y - 1\right)^{2}}\right) + \frac{2 \left(y - 1\right)^{2} \left(- \frac{y^{2}}{1 - y} + \frac{\left(- \frac{y^{2}}{1 - y} - y + \sqrt{- y^{2} + 2 y} + \frac{\left(- \frac{y^{2}}{1 - y} + y\right) \left(- 2 y \sqrt{y \left(2 - y\right)} + 2 \sqrt{y \left(2 - y\right)} - 1\right)}{y \left(2 y - 1\right)}\right)^{2}}{\frac{y^{2}}{1 - y} + y - \sqrt{- y^{2} + 2 y} + 1 - \frac{\left(- \frac{y^{2}}{1 - y} + y\right) \left(- 2 y \sqrt{y \left(2 - y\right)} + 2 \sqrt{y \left(2 - y\right)} - 1\right)}{y \left(2 y - 1\right)}} + \frac{\left(- \frac{y^{2}}{1 - y} + y\right) \left(- 2 y \sqrt{y \left(2 - y\right)} + 2 \sqrt{y \left(2 - y\right)} - 1\right)}{y \left(2 y - 1\right)}\right)}{\left(1 - y\right) \left(y \left(y - 2\right) + \left(y - 1\right)^{2}\right)}$
















In [19]:


     
def Beta(y):
    return u(y)/(Denom_beta(y))

def E_beta(y):
    ro=3+2*np.sqrt(2)
    return 1/(ro*r(y)*(u(y)**Beta(y)))





     












In [20]:


     
Y=np.arange(0.0001,1-np.sqrt(2)/2,0.001)
CC=[Beta(y) for y in Y]
plt.plot(Y,CC)
plt.title('beta as a function of y')
plt.show()
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In [21]:


     
Y=np.arange(0.0001,1-np.sqrt(2)/2,0.001)

EE=[E_beta(y) for y in Y]
plt.plot(Y,EE)
plt.title('E as a function of y')
plt.show()
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Numerical approximations: parametrization with $\beta$¶








In [22]:


     
def why(beeeta,eps):
    # return y(beta) with precision eps
    return FindImplicit(Beta,beeeta,0.0000001,1-np.sqrt(2)/2-0.000001,eps)

print(why(0.5,0.001))

def EE_beta(b):
    return E_beta(why(b,0.00001))





     















    
    




0.07808559651960206


















In [23]:


     
B=np.arange(0.0001,0.8,0.01) #np.arange(0.25028,0.25030,0.000001)
CC=[EE_beta(b) for b in B]


plt.plot(B,CC)
plt.title('E_beta as a function of beta')
plt.plot(0.5827,1,'o')
plt.show()
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Finally we compute the value for which $E_\beta=1$ :









In [24]:


     
FindImplicit(EE_beta,1,0.00001,0.99,0.000001)





     















    
    Out[24]:






$\displaystyle 0.582748011136055$

















Expansion of $E_\beta$ when $\beta \to 0$¶








In [25]:


     
Expr=Beta(y)
print('beta(y) near 1-sqrt(2)/2: ')
print(Expr.series(y,1-sp.sqrt(2)/2,n=3))





     















    
    




beta(y) near 1-sqrt(2)/2: 
-2*(y - 1 + sqrt(2)/2)**2/(2 - 3*sqrt(2)/2) + O((y - 1 + sqrt(2)/2)**3, (y, 1 - sqrt(2)/2))



















Hence
$$
\beta(y)=\frac{1}{\tfrac{3}{4} \sqrt{2}-1}(y - 1 + \tfrac{\sqrt{2}}{2})^2 + O(y -1+\tfrac{\sqrt{2}}{2})^3
$$
therefore
$$
y=1-\tfrac{\sqrt{2}}{2}+ \sqrt{\beta}\sqrt{\tfrac{3}{4} \sqrt{2}-1} + \mathrm{o}(\sqrt{\beta}).
$$
We find the same asymptotic for $E_\beta$ as for $C_\beta$:
$$
E_\beta=1+\beta|\log(\beta)| +\mathrm{o}(\beta\log(\beta)).
$$









In [ ]:
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      "text/latex": [
       "$\\displaystyle \\frac{\\left(e^{y} - 1\\right) \\left(e^{y} - \\log{\\left(e^{y} - 1 \\right)} - 2\\right)}{2 y + \\left(e^{y} - 1\\right) \\left(2 y - \\log{\\left(e^{y} - 1 \\right)} - 1\\right) - e^{y} + 1}$"
      ],
      "text/plain": [
       "        ⎛ y    ⎞ ⎛ y      ⎛ y    ⎞    ⎞        \n",
       "        ⎝ℯ  - 1⎠⋅⎝ℯ  - log⎝ℯ  - 1⎠ - 2⎠        \n",
       "───────────────────────────────────────────────\n",
       "      ⎛ y    ⎞ ⎛         ⎛ y    ⎞    ⎞    y    \n",
       "2⋅y + ⎝ℯ  - 1⎠⋅⎝2⋅y - log⎝ℯ  - 1⎠ - 1⎠ - ℯ  + 1"
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "var('y')\n",
    "def Psi(y):    \n",
    "    A=(sp.exp(y)-2-sp.log(sp.exp(y)-1))*(sp.exp(y)-1)\n",
    "    B=2*y+1-sp.exp(y)+(sp.exp(y)-1)*(2*y-1-sp.log(sp.exp(y)-1))\n",
    "    return A/B\n",
    "\n",
    "print('beta as a function of y:')\n",
    "display(Psi(y))"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "In Sec.4 of the paper it is then proved that $C_\\beta$ can be written as\n",
    "$$\n",
    "C_\\beta= \\frac{2\\log(2)-1}{r(u(\\beta)) u(\\beta)^{\\beta}}=  \\frac{2\\log(2)-1}{G(y)F(y)^{\\beta}}\n",
    "=  \\frac{2\\log(2)-1}{G(y)F(y)^{\\Psi(y)}}\n",
    "$$\n",
    "where\n",
    "\\begin{align*}\n",
    "F(y)&=\\frac{e^{y}-2 - \\log(e^{y}-1)}{2y + 1 - e^{y}}\\\\\n",
    "G(y)&= 2y + 1 - e^{y}.\n",
    "\\end{align*}"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 4,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "C_beta as a function of y:\n"
     ]
    },
    {
     "data": {
      "image/png": "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\n",
      "text/latex": [
       "$\\displaystyle \\frac{\\left(\\frac{e^{y} - \\log{\\left(e^{y} - 1 \\right)} - 2}{2 y - e^{y} + 1}\\right)^{- \\frac{\\left(e^{y} - 1\\right) \\left(e^{y} - \\log{\\left(e^{y} - 1 \\right)} - 2\\right)}{2 y + \\left(e^{y} - 1\\right) \\left(2 y - \\log{\\left(e^{y} - 1 \\right)} - 1\\right) - e^{y} + 1}} \\left(-1 + 2 \\log{\\left(2 \\right)}\\right)}{2 y - e^{y} + 1}$"
      ],
      "text/plain": [
       "                              ⎛ y    ⎞ ⎛ y      ⎛ y    ⎞    ⎞                 \n",
       "                             -⎝ℯ  - 1⎠⋅⎝ℯ  - log⎝ℯ  - 1⎠ - 2⎠                 \n",
       "                      ───────────────────────────────────────────────         \n",
       "                            ⎛ y    ⎞ ⎛         ⎛ y    ⎞    ⎞    y             \n",
       "                      2⋅y + ⎝ℯ  - 1⎠⋅⎝2⋅y - log⎝ℯ  - 1⎠ - 1⎠ - ℯ  + 1         \n",
       "⎛ y      ⎛ y    ⎞    ⎞                                                        \n",
       "⎜ℯ  - log⎝ℯ  - 1⎠ - 2⎟                                                        \n",
       "⎜────────────────────⎟                                               ⋅(-1 + 2⋅\n",
       "⎜           y        ⎟                                                        \n",
       "⎝    2⋅y - ℯ  + 1    ⎠                                                        \n",
       "──────────────────────────────────────────────────────────────────────────────\n",
       "                                            y                                 \n",
       "                                     2⋅y - ℯ  + 1                             \n",
       "\n",
       "       \n",
       "       \n",
       "       \n",
       "       \n",
       "       \n",
       "       \n",
       "       \n",
       "log(2))\n",
       "       \n",
       "       \n",
       "───────\n",
       "       \n",
       "       "
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "def F(y):\n",
    "    A=(sp.exp(y)-2-sp.log(sp.exp(y)-1))\n",
    "    B=2*y+1-sp.exp(y)   \n",
    "    return A/B\n",
    "\n",
    "def G(y):\n",
    "    B=2*y+1-sp.exp(y)  \n",
    "    return B\n",
    "\n",
    "def C_beta(y):\n",
    "    return (2*sp.log(2)-1)/(G(y)*(F(y)**Psi(y)))\n",
    "\n",
    "print('C_beta as a function of y:')\n",
    "display(C_beta(y))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "Therefore we can plot $C_\\beta$ as a function of $y$:"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 5,
   "metadata": {},
   "outputs": [
    {
     "data": {
      "image/png": "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\n",
      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "Y=np.arange(0.01,np.log(2),0.01)\n",
    "C=[C_beta(y) for y in Y]\n",
    "plt.plot(Y,C)\n",
    "plt.title('C_beta as a function of y')\n",
    "plt.show()\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "<a id=\"NumericalSec5\"></a>\n",
    "# Numerical approximations: parametrization with $\\beta$"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "First a small function which uses the dichotomy method to compute numerically an implicit function:"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 6,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "0.13363615326583386\n"
     ]
    }
   ],
   "source": [
    "def FindImplicit(function,value,x_min,x_max,eps):\n",
    "    # returns x in (x_min,x_max) such that function(x)=value with precision eps\n",
    "    if x_max -x_min < eps:\n",
    "        return (x_max+x_min)/2 \n",
    "    else:\n",
    "        z= (x_max+x_min)/2 \n",
    "        if (function(z)-value)*(function(x_min)-value)<0:\n",
    "            return FindImplicit(function,value,x_min,z,eps)\n",
    "        else:       \n",
    "            return FindImplicit(function,value,z,x_max,eps)\n",
    "\n",
    "print(FindImplicit(C_beta,value=1,x_min=0.01,x_max=0.6,eps=10**(-8)))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "Thus we find that $C_\\beta=1$ for $y \\approx 0.13363615\\dots$."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 7,
   "metadata": {},
   "outputs": [
    {
     "data": {
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      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "\n",
    "def C(beta):\n",
    "    eps=0.00001\n",
    "    y=FindImplicit(Psi,beta,eps**2,np.log(2),eps)\n",
    "    return C_beta(y)\n",
    "         \n",
    "beeeta=np.arange(0.0001,0.9,0.01)\n",
    "plt.plot(beeeta,[C(b) for b in beeeta])\n",
    "plt.plot(0.5226,1,'o')\n",
    "plt.title('C as a function of beta')\n",
    "plt.show()\n",
    "#TEST=[C(b) for b in np.arange(0.0001,0.8,0.01)]\n",
    "\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "We now can give the $\\beta_0$ of Theorem 1.3 in the paper. It is the value starting from which $C_\\beta <1$ (the orange spot in the above plot). Namely \n",
    "$$\n",
    "\\beta_0 = \\Psi( C_\\beta^{-1}(1) )\n",
    "$$\n",
    "\n",
    "Therefore:"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 8,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "0.522677412648179\n"
     ]
    }
   ],
   "source": [
    "print(Psi(FindImplicit(C_beta,1,0.01,0.6,eps=10**(-8))))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "<a id='Sec5Taylor'></a>\n",
    "## Expansion expansion of $C_\\beta$ when $\\beta \\to 0$\n",
    "\n",
    "Finally we compute the Taylor expansion of $C_\\beta$ which is useful in the proof of Theorem 1.3 (ii):"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 9,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "Psi(y) near log(2) :\n",
      "2*(y - log(2))**2/(-2 + 4*log(2)) + O((y - log(2))**3, (y, log(2)))\n"
     ]
    }
   ],
   "source": [
    "\n",
    "print('Psi(y) near log(2) :')\n",
    "\n",
    "Expression=Psi(y)\n",
    "print(Expression.series(y,sp.log(2),n=3))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "This shows \n",
    "\\begin{equation}\n",
    "\\beta=\\Psi(y)=(y - \\log(2))^2/(2\\log(2)-1) +\\mathcal{O}((y - \\log(2))^3).\\tag{$45$}\n",
    "\\end{equation}\n",
    "<!--and thus\n",
    "$$\n",
    "y(\\beta)=\\log(2) -(2\\log(2)-1)^{1/2}\\beta^{1/2} +\\mathcal{O}(\\beta),\n",
    "$$\n",
    "as claimed in the paper.-->\n",
    "This allows us to compute the expansions of $u(\\beta),r(u(\\beta))$:"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 45,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "r \\circ u: \n"
     ]
    },
    {
     "data": {
      "image/png": "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\n",
      "text/latex": [
       "$\\displaystyle 2 \\log{\\left(2 \\right)} - 1 - \\left(y - \\log{\\left(2 \\right)}\\right)^{2} + O\\left(\\left(y - \\log{\\left(2 \\right)}\\right)^{3}; y\\rightarrow \\log{\\left(2 \\right)}\\right)$"
      ],
      "text/plain": [
       "                           2    ⎛            3            ⎞\n",
       "2⋅log(2) - 1 - (y - log(2))  + O⎝(y - log(2)) ; y → log(2)⎠"
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    },
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "u: \n"
     ]
    },
    {
     "data": {
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      "text/latex": [
       "$\\displaystyle \\frac{2 \\left(y - \\log{\\left(2 \\right)}\\right)^{2}}{-1 + 2 \\log{\\left(2 \\right)}} + O\\left(\\left(y - \\log{\\left(2 \\right)}\\right)^{3}; y\\rightarrow \\log{\\left(2 \\right)}\\right)$"
      ],
      "text/plain": [
       "              2                               \n",
       "2⋅(y - log(2))     ⎛            3            ⎞\n",
       "─────────────── + O⎝(y - log(2)) ; y → log(2)⎠\n",
       " -1 + 2⋅log(2)                                "
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "var('y')\n",
    "\n",
    "def u(y):\n",
    "    A=(sp.exp(y)-2-sp.log(sp.exp(y)-1))\n",
    "    B=2*y+1-sp.exp(y)   \n",
    "    return A/B\n",
    "\n",
    "def r_circ_u(y):\n",
    "    B=2*y+1-sp.exp(y)  \n",
    "    return B\n",
    "\n",
    "Expression=r_circ_u(y)\n",
    "print('r \\circ u: ')\n",
    "display(Expression.series(y,sp.log(2),n=3))\n",
    "\n",
    "print('u: ')\n",
    "Expression=u(y)\n",
    "display(Expression.series(y,sp.log(2),n=3))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "If we plug finally eq.(45) in the above we get\n",
    "\\begin{align*}\n",
    "r(u(\\beta))&=2\\log(2) - 1 - \\beta(2\\log(2)-1) + \\mathcal{O}(\\beta^{3/2})\\\\\n",
    "u(\\beta)&=2\\beta+ \\mathcal{O}(\\beta^{3/2})\\\\\n",
    "\\end{align*}\n",
    "\n",
    "This allows us to find that\n",
    "$$\n",
    "C_\\beta=1+\\beta|\\log(\\beta)| +\\mathrm{o}(\\beta\\log(\\beta)).\n",
    "$$"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "<a id='separable'></a>\n",
    "# Sec.5: increasing sequences in separable permutations\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "In Section 5 we apply the same general strategy to the series $S_+(z,u)$, $S_-(z,u)$ which are solutions of\n",
    "\n",
    "\\begin{align*}\n",
    "S_-(z,u) &= \\frac{S^2}{1-S}+\\left(\\frac{(S_-(z,u) +z+zu)^2}{1-(S_-(z,u) +z+zu)}+zu+z -S(z)\\right)\\times \\left( \\frac{1}{(1-S)^2}-1\\right),\\\\\n",
    "S_+(z,u) &= \\frac{(S_-(z,u) +z+zu)^2}{1-(S_-(z,u) +z+zu)}\n",
    "\\end{align*}\n",
    "\n",
    "where $S(z)$ is the solution of $S=z+S^2/(1-S)$."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 10,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "S(z) = \n"
     ]
    },
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      "text/latex": [
       "$\\displaystyle \\frac{z}{4} - \\frac{\\sqrt{z^{2} - 6 z + 1}}{4} + \\frac{1}{4}$"
      ],
      "text/plain": [
       "       ______________    \n",
       "      ╱  2               \n",
       "z   ╲╱  z  - 6⋅z + 1    1\n",
       "─ - ───────────────── + ─\n",
       "4           4           4"
      ]
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     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "# Of course we can explicitly solve S: \n",
    "var('S z')\n",
    "def Schroder(z):\n",
    "    return solve(S-z-S**2/(1-S),S)[0]\n",
    "print('S(z) = ')\n",
    "display(Schroder(z))"
   ]
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  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "We focus on $S_-$ and simplify the above equation: $S_-$ is solution of\n",
    "$$\n",
    "S_-(z,u) = \\frac{S^2}{1-S}+\\left(\\frac{(S_-(z,u) +z+zu)^2}{1-(S_-(z,u) +z+zu)}+zu+z -S(z)\\right)\\times \\left( \\frac{1}{(1-S)^2}-1\\right)=:G(z,S_-,u)\n",
    "$$\n",
    "The associated characteristic system is then:\n",
    "\n",
    "\\begin{align}\\label{eq:CharacteristicSystem}\n",
    "\\frac{S(r)^2}{1-S(r)}+\\left(\\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r -S(r)\\right)\\times \\left( \\frac{1}{(1-S(r))^2}-1\\right)&=s, \\tag{$\\star 1$}\\\\\n",
    "\\left( \\frac{1}{(1-(s+r+ru))^2}  - 1 \\right)\\left( \\frac{1}{(1-S(r))^2}-1\\right)&=1. \\tag{$\\star 2$} \n",
    "\\end{align}\n",
    "We can solve this system seeing $S(r)$ as a parameter:"
   ]
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      "Solution of the charac. system as functions of S:\n"
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      "text/latex": [
       "$\\displaystyle \\left[ \\left( - 2 S - \\sqrt{- S \\left(S - 2\\right)}, \\  \\frac{2 S + 2 \\sqrt{S \\left(2 - S\\right)} + 1}{u + 1}\\right), \\  \\left( - 2 S + \\sqrt{- S \\left(S - 2\\right)}, \\  \\frac{2 S - 2 \\sqrt{S \\left(2 - S\\right)} + 1}{u + 1}\\right)\\right]$"
      ],
      "text/plain": [
       "⎡⎛                                 ___________    ⎞  ⎛                        \n",
       "⎢⎜         ____________  2⋅S + 2⋅╲╱ S⋅(2 - S)  + 1⎟  ⎜         ____________  2\n",
       "⎢⎜-2⋅S - ╲╱ -S⋅(S - 2) , ─────────────────────────⎟, ⎜-2⋅S + ╲╱ -S⋅(S - 2) , ─\n",
       "⎣⎝                                 u + 1          ⎠  ⎝                        \n",
       "\n",
       "         ___________    ⎞⎤\n",
       "⋅S - 2⋅╲╱ S⋅(2 - S)  + 1⎟⎥\n",
       "────────────────────────⎟⎥\n",
       "         u + 1          ⎠⎦"
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "var('s r u S')\n",
    "\n",
    "A=S**2/(1-S)\n",
    "B=(s+r+r*u)**2/(1-s-r-r*u)+r*u+r-S\n",
    "C=1/((1-S)**2)-1\n",
    "D=1/(1-s-r-r*u)**2-1\n",
    "\n",
    "print('Solution of the charac. system as functions of S:')\n",
    "display(solve([A+B*C-s,D*C-1],[s,r]))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "We obtain\n",
    "\\begin{align}\\label{eq:Simpli_r_u}\n",
    "r(u)&=  \\frac{1}{u + 1} \\left(2 y - 2 \\sqrt{2y - y^2} + 1\\right),\\\\\n",
    "s(u)&= -2y+\\sqrt{2y - y^2}\n",
    "\\end{align}\n",
    "where $y:S(r(u))$."
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "<a id='ExactSec6'></a>\n",
    "## Exact results: computing everything as a function of $y$ "
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 13,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "u(y) = \n"
     ]
    },
    {
     "data": {
      "image/png": "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\n",
      "text/latex": [
       "$\\displaystyle \\frac{- 2 y \\sqrt{y \\left(2 - y\\right)} + 2 \\sqrt{y \\left(2 - y\\right)} - 1}{y \\left(2 y - 1\\right)}$"
      ],
      "text/plain": [
       "        ___________       ___________    \n",
       "- 2⋅y⋅╲╱ y⋅(2 - y)  + 2⋅╲╱ y⋅(2 - y)  - 1\n",
       "─────────────────────────────────────────\n",
       "               y⋅(2⋅y - 1)               "
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "var('y u r')\n",
    "\n",
    "def u(y):\n",
    "    Numer_u=2*y-2*sp.sqrt(2*y-y**2)+1\n",
    "    Denom_u=y-y**2/(1-y)\n",
    "    u=Numer_u/Denom_u-1\n",
    "    return (simplify(u))\n",
    "\n",
    "print('u(y) = ')\n",
    "display(u(y))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "It is easy to check that\n",
    "$$\n",
    "y\\in (0,1-\\tfrac{\\sqrt{2}}{2}] \\mapsto u(y) \\in [0,+\\infty),\n",
    "$$\n",
    "is a one-to-one mapping."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 14,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "s(y) =\n"
     ]
    },
    {
     "data": {
      "image/png": "iVBORw0KGgoAAAANSUhEUgAAAKcAAAAZCAYAAABU1j7pAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAE0ElEQVR4Ae2a71HcMBDF7xgKOFICdACkgpAOIB0EOgjDN75lSAdAB4EOQioI0AF0kMx1QN7PkYwirMO2JOuOsWY8ktf6s/v0tFrpbvr09DQZUzwCp6enV+plP76nsQeLwLotjHl/BETMbVorn/bvZWzpIzCS00ek3/uZmh33azq2CiGwFvowytsh4HjN+3YtxlptERg9Z1ukwvVO9KmI19TCmGlsxidt/ssmnyWfm/JKZyM5I6ZPJIAQm8pLec0zjX1kTVD5XOU7PVtWtsp5EnKaSbLeY1eA/NFzXHDShpqT0rHmoTC+0nNjDEYfZNtDY6/xWKhJORBNTqPUufKPlhEqA9IdMj0WOPv5TeSyy3rNkvbhNW9LA2qwSM6BtQSGQcR6a6E/KcsKIu7h7i9r0lh7eg6zDtLcOTZ+bf40jFR2X+hx40vm4VGyXmGG2vXFMgsHUpBzT4A8yDCCczfhUWaSb7rCDGXG9cfOMMxzl8bWXeXXz9KyJenCXSs/AuxEaNIXyywcSEFOSMhqnQdAGZQ4AR1SizkhF/WarkHCHgeA99pZMA9uk9TlLBxIEXMeBCy1v5pUW4xAg6Rsv5wkiUcvbDvz7VJ5qC9btXhudN1XboP/pDqZ/lvjpPoQk8NnFfOb94nyx6SKLehMY4XmLYoDKTznC7WlLEpVoDkfTyT/pvcfeljlbvqkl6K/S0s3QpA2Xh7i+Pq7tsSWW+MkfcGY6yMOI5zQwZ1Fw21J0WR0ieJAtOcMIMBB6FoKQsaJUfSXqcsK98FDVuzUa/T7KR2+6/nvcKd3Px2pfpZ7xB44cafJgiKvk/p5zYa6bsZCNAfWZQjGMTFtvIa15UDtGk+EkrOSiUFdV++eIPGSfrxGQO3L7FhVbvqlnp/eIdD3pgm59/Tw29LOemyuZPCKTf1U7VT3iwrYF0yqE4NnJ5w01kZQkQUf1A4bkmNphzT9R3NgmvIvc1KKyeVu0yWm1XkiOYCwrW+oPOeDcrYiVj7BfCPhqRdKagO5+JWm8tKheq/J1d7qhmes42G3neTcSmTxmt44VpdkOLn9h8qyLRpL9ZGMA8liTmPYlvKamCpDGuIOm/iGN6uIaYRMxFyyzsS0nabINX514lRfjQcdfQf0oa6OlhanRVgLI8idjANJyCml8H7vlfsTi7JufAlR/VNk0XhT+riJgw4LigXjJ2xbGHr4DSLelx2nF6bl4MD6i1E6CqQUQBL83qjsx2N7krnbLcSsYkSG0TdIwBOM86g3VJI+/OKCDRCxPqBJxiLjgOd6/JxqLTVOvuHCJQsHoskpRYkhUY5tz0/+Vs2kc5+Jh/qtx8ZvNRH8Dgq8E28eArge6+VPJPswoC6rgJMLRxYORJNTE2gJ5irbWFZdPI8bk0JSYlBLgsZ2AwvRiYUGQTgc4dlvje4q5k8rglMNhPTNwoG1eoTMBRnAfw/r+ziVZxoSEsTGcRA+2XYrvVgoeHK7E0BWnkFSRpza6J8US3/ArrZFe05fgQXvxG1uTHqpd2K8qBOw2ucICSAj8TKxNPd1Q3r2LDjJjldTJizdcTvZlvSe09XCL8twFOMwhMdkG3D/JKvX5UrS90EaEUtzNTIYOVcNpy6z1tW2wcjZxYhlqCsg2daDPygsg45vXYe/QslRNqxZHo4AAAAASUVORK5CYII=\n",
      "text/latex": [
       "$\\displaystyle - 2 y + \\sqrt{- y^{2} + 2 y}$"
      ],
      "text/plain": [
       "          ____________\n",
       "         ╱    2       \n",
       "-2⋅y + ╲╱  - y  + 2⋅y "
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "def s(y):\n",
    "    return -2*y+sp.sqrt(2*y-y**2)\n",
    "print('s(y) =')\n",
    "display(s(y))\n"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 15,
   "metadata": {
    "scrolled": true
   },
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "r(y) =\n"
     ]
    },
    {
     "data": {
      "image/png": "iVBORw0KGgoAAAANSUhEUgAAAGcAAAAyCAYAAABBAsW9AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEH0lEQVR4Ae2b/1HbMBTHSS8DAN0g3aB0hHQD6AbQDcrxH//16AaUCXp0A9oJWjICG7SXDdLvR5WE7ONsJ7GjH7HuhGTJsZ7e1+896WsxWa1WB7mk6+vrQ8l6ZeWd2fJc7ctc5rCOnNN1bk7g3hsB8dHJofqt6o/Kb1xbSeWrzCZzIUDmgcw3qs/U9jZoK6aaGzhYze9itN8ykUlOMac+F1kMlnOqcnRrdeXEvLau7FQynMSUY8ixc3NrRhcChpUaVnOiepErNSaa22rtwAJzqfI9E7DXlE9cl5SyijkWCJbPlwEILBIAqzgLim45Uiobywtlgvqjrr+qNMn23ak8s03sabif0if1+72PbyygEh0c6fBKyuXNJ7jfKXtwVP+gTLtJuufI1fehjLogkLLZPP6yiiaG/K0pnbYftba9uYwKjrT8JIC+W21jJcSTMMEGPIQN+1SPCo6AMUFcJSAQS7xLs1ZF22g5kd9IAv7CgWVlAbCl2haRZYs2fFTLCWY9U72+T9nreINuUgGnAox1c3sdbwBnyp8EEptK9jNQMn+UHZG5t/EGTJJkCCxIc5XFkpoovy1Fd2sAoex3/KqzQoMx+NwmfOn90cGRgmEAvgWKNiyBQHL7n6Arnarkw7J5iQZLKcQc4s2xJvpJJbHmVvUcYg0WTh4sRQdHQCRtIYNpvsODo4PTQcbibtEL6eJqIxOfQswpTvkdJgQT/0X3wRuyfQiTZ+JHcEK17KAuUDoz8VNrYj8l1zrB7Uy/q3Beus7n6GgNBMk+qTX5S/XBlM99w3PlmKr6X/rQB0/oPhA+/+J/DSbe6Q4rqW8ZGMu0JbkJrc8mxWspmC0ABxpxT2sn/Q4QcGtHqi95gEqsij0fB1cWo1tDK3FSKxM/ghMHGEadKVcIX11XmPgRHNQUJ1WAkRvDzTlXZySaxpFrHFUaaGXiBwPHBrd7CVH0qcxNXzPph0WAX9Hpmv0OqzxvUb2CowezHIe45BTNO2X8aqkJ5ZpV1roTtEBAnJpPIlZvkKjn4bP6Bse/DRoQIpOlYZFJ89uGnGUZHp40epGJ7xWcIlEYZlKdmPgRnGGU3/hUWV0nJr5YcAI/3sj8NmoxcmfJ+5xOzG9k/TcOXyQ4sprOzG+jdiJ3JuPWrBvamh23+uzM/EbWf+PwKYHDMryXo1AC2uw/VM71zEPlLM9gF+nWgtexlfkN7k2uWjo4M2nc0yFW+xXmNzlEAoGGBOe1Hcd8MQzG3GW1Aox1c7g6PnIln3r/EioFQHaSnL/nkyxKelCf9/3cMHTSeMQbqBHGd2ewzf+fqq8C3NCybPL83sHZRIhd/UaAwPx6wnFX4246zpBubVOZevkdQChnfQa7WHCEcJZnsMM3s1i3JqsBHBYjxB34tXu1bUPz6xG7Tf8ApGRaY6TIwPsAAAAASUVORK5CYII=\n",
      "text/latex": [
       "$\\displaystyle - \\frac{y^{2}}{1 - y} + y$"
      ],
      "text/plain": [
       "     2     \n",
       "    y      \n",
       "- ───── + y\n",
       "  1 - y    "
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    },
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "In passing we check: r(u=0) = 3 - 2*sqrt(2) as expected\n"
     ]
    }
   ],
   "source": [
    "def r(y):\n",
    "    return y-y**2/(1-y)\n",
    "print('r(y) =')\n",
    "display(r(y))\n",
    "\n",
    "\n",
    "print('In passing we check: r(u=0) = '+str(simplify((r(1-sp.sqrt(2)/2))))+' as expected')\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "Recall that $S$ is a solution of $S=z+S^2/(1-S)$. By differentiating this equation we get\n",
    "$$\n",
    "S'=1+\\frac{S' S(2-S)}{(1-S)^2}\n",
    "$$\n",
    "which gives a simple expression of $S'$ as a function of $S$:"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 16,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "S' as a function of S:\n"
     ]
    },
    {
     "data": {
      "image/png": "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\n",
      "text/latex": [
       "$\\displaystyle \\left[ \\frac{\\left(S - 1\\right)^{2}}{S^{2} - 2 S + \\left(S - 1\\right)^{2}}\\right]$"
      ],
      "text/plain": [
       "⎡             2     ⎤\n",
       "⎢      (S - 1)      ⎥\n",
       "⎢───────────────────⎥\n",
       "⎢ 2                2⎥\n",
       "⎣S  - 2⋅S + (S - 1) ⎦"
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "var('Sprime')\n",
    "print('S\\' as a function of S:')\n",
    "display(solve(Sprime-1-Sprime*S*(2-S)/(1-S)**2,Sprime))\n"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 17,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "S'(y) =\n"
     ]
    },
    {
     "data": {
      "image/png": "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\n",
      "text/latex": [
       "$\\displaystyle \\frac{\\left(y - 1\\right)^{2}}{y \\left(y - 2\\right) + \\left(y - 1\\right)^{2}}$"
      ],
      "text/plain": [
       "             2      \n",
       "      (y - 1)       \n",
       "────────────────────\n",
       "                   2\n",
       "y⋅(y - 2) + (y - 1) "
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "def Sprime(y):\n",
    "    return (y-1)**2/(y*(y-2)+(y-1)**2)\n",
    "print('S\\'(y) =')\n",
    "display(Sprime(y))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "Using (eq.(2.14) in M.Drmota <i>Asymptotic distributions and a multivariate Darboux method in enumeration problems</i> (1994)) we have that\n",
    "$$\n",
    "\\beta= \\frac{ uG_u(r(u),s(u),u) }{r(u)G_z(r(u),s(u),u)}\n",
    "$$"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "\n",
    "We first have\n",
    "\\begin{align*}\n",
    "G_u\\left(r(u),s(u),u \\right) &= \\frac{r}{(1-r-s-ru)^2}\\times \\left( \\frac{1}{(1-S(r))^2}-1\\right)\\\\\n",
    "&=r\\times \\left( \\frac{1}{(1-S(r))^2}\\right) \\qquad \\text{(using 2d equation of the charac. system)}.\n",
    "\\end{align*}\n",
    "\n",
    "We now want to find an expression for $G_z$. \n",
    "\\begin{multline}\n",
    "G_z\\left(r(u),s(u),u \\right)=\\frac{SS'(2-S)}{(1-S)^2}+\\left(\\frac{u+1}{(1-r-s-ru)^2}-S'\\right)\\times \\left( \\frac{1}{(1-S(r))^2}-1\\right)\\\\\n",
    "+\\left(\\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r -S\\right)\\times \\left( \\frac{2S'}{(1-S)^3}\\right).\n",
    "\\end{multline}\n",
    "\n",
    "Therefore\n",
    "\\begin{align}\n",
    "\\beta=\\frac{ uG_u(r,s,u) }{rG_z(r,s,u)}\n",
    "&= \\frac{u(y)\\times r\\times \\left( \\frac{1}{(1-y)^2}\\right)}\n",
    "{ r\\times \\bigg(\\frac{SS'(2-S)}{(1-S)^2}+\\left(\\frac{u+1}{(1-r-s-ru)^2}-S'\\right)\\times \\left( \\frac{2S-S^2}{(1-S)^2}\\right) \n",
    " +\\left(\\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r- S\\right)\\times \\left( \\frac{2S'}{(1-S)^2(1-S)}\\right)\\bigg)}\\\\\n",
    "&= \\frac{u(y)}\n",
    "{SS'(2-S)+\\left(\\frac{u+1}{(1-r-s-ru)^2}-S'\\right)\\times \\left( 2S-S^2\\right) \n",
    " +\\left(\\frac{(s +r+ru)^2}{1-(s+r+ru)}+ru+r- S\\right)\\times \\left( \\frac{2S'}{1-S}\\right)} \\qquad (\\star) \n",
    "\\end{align}\n",
    "\n",
    "Finally if we use\n",
    "$$\n",
    "S'=\\frac{(S - 1)^2}{S(S-2) + (S - 1)^2}, \n",
    "$$\n",
    "we can deduce from above an \"explicit\" expression of $\\beta$ as a function of $y(\\beta)$\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "We compute the denominator of $(\\star)$:"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 18,
   "metadata": {
    "scrolled": true
   },
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "Denominator of beta:\n"
     ]
    },
    {
     "data": {
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      "text/latex": [
       "$\\displaystyle \\frac{y \\left(2 - y\\right) \\left(y - 1\\right)^{2}}{y \\left(y - 2\\right) + \\left(y - 1\\right)^{2}} + y \\left(2 - y\\right) \\left(\\frac{1 + \\frac{- 2 y \\sqrt{y \\left(2 - y\\right)} + 2 \\sqrt{y \\left(2 - y\\right)} - 1}{y \\left(2 y - 1\\right)}}{\\left(\\frac{y^{2}}{1 - y} + y - \\sqrt{- y^{2} + 2 y} + 1 - \\frac{\\left(- \\frac{y^{2}}{1 - y} + y\\right) \\left(- 2 y \\sqrt{y \\left(2 - y\\right)} + 2 \\sqrt{y \\left(2 - y\\right)} - 1\\right)}{y \\left(2 y - 1\\right)}\\right)^{2}} - \\frac{\\left(y - 1\\right)^{2}}{y \\left(y - 2\\right) + \\left(y - 1\\right)^{2}}\\right) + \\frac{2 \\left(y - 1\\right)^{2} \\left(- \\frac{y^{2}}{1 - y} + \\frac{\\left(- \\frac{y^{2}}{1 - y} - y + \\sqrt{- y^{2} + 2 y} + \\frac{\\left(- \\frac{y^{2}}{1 - y} + y\\right) \\left(- 2 y \\sqrt{y \\left(2 - y\\right)} + 2 \\sqrt{y \\left(2 - y\\right)} - 1\\right)}{y \\left(2 y - 1\\right)}\\right)^{2}}{\\frac{y^{2}}{1 - y} + y - \\sqrt{- y^{2} + 2 y} + 1 - \\frac{\\left(- \\frac{y^{2}}{1 - y} + y\\right) \\left(- 2 y \\sqrt{y \\left(2 - y\\right)} + 2 \\sqrt{y \\left(2 - y\\right)} - 1\\right)}{y \\left(2 y - 1\\right)}} + \\frac{\\left(- \\frac{y^{2}}{1 - y} + y\\right) \\left(- 2 y \\sqrt{y \\left(2 - y\\right)} + 2 \\sqrt{y \\left(2 - y\\right)} - 1\\right)}{y \\left(2 y - 1\\right)}\\right)}{\\left(1 - y\\right) \\left(y \\left(y - 2\\right) + \\left(y - 1\\right)^{2}\\right)}$"
      ],
      "text/plain": [
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                 ⎛                                    ________\n",
       "                                 ⎜                            - 2⋅y⋅╲╱ y⋅(2 - \n",
       "                  2              ⎜                        1 + ────────────────\n",
       " y⋅(2 - y)⋅(y - 1)               ⎜                                           y\n",
       "──────────────────── + y⋅(2 - y)⋅⎜────────────────────────────────────────────\n",
       "                   2             ⎜                                            \n",
       "y⋅(y - 2) + (y - 1)              ⎜⎛                                  ⎛     2  \n",
       "                                 ⎜⎜                                  ⎜    y   \n",
       "                                 ⎜⎜   2           ____________       ⎜- ───── \n",
       "                                 ⎜⎜  y           ╱    2              ⎝  1 - y \n",
       "                                 ⎜⎜───── + y - ╲╱  - y  + 2⋅y  + 1 - ─────────\n",
       "                                 ⎝⎝1 - y                                      \n",
       "\n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                             2\n",
       "                                                                              \n",
       "                                                                              \n",
       "___       ___________                                                    ⎞    \n",
       "y)  + 2⋅╲╱ y⋅(2 - y)  - 1                                                ⎟    \n",
       "─────────────────────────                                         2      ⎟    \n",
       "⋅(2⋅y - 1)                                                 (y - 1)       ⎟    \n",
       "────────────────────────────────────────────────── - ────────────────────⎟ + ─\n",
       "                                                 2                      2⎟    \n",
       "   ⎞                                            ⎞    y⋅(y - 2) + (y - 1) ⎟    \n",
       "   ⎟ ⎛        ___________       ___________    ⎞⎟                        ⎟    \n",
       "+ y⎟⋅⎝- 2⋅y⋅╲╱ y⋅(2 - y)  + 2⋅╲╱ y⋅(2 - y)  - 1⎠⎟                        ⎟    \n",
       "   ⎠                                            ⎟                        ⎟    \n",
       "────────────────────────────────────────────────⎟                        ⎟    \n",
       "              y⋅(2⋅y - 1)                       ⎠                        ⎠    \n",
       "\n",
       "          ⎛                                                                   \n",
       "          ⎜          ⎛                                ⎛     2     ⎞           \n",
       "          ⎜          ⎜                                ⎜    y      ⎟ ⎛        _\n",
       "          ⎜          ⎜     2           ____________   ⎜- ───── + y⎟⋅⎝- 2⋅y⋅╲╱ \n",
       "          ⎜          ⎜    y           ╱    2          ⎝  1 - y    ⎠           \n",
       "          ⎜     2    ⎜- ───── - y + ╲╱  - y  + 2⋅y  + ────────────────────────\n",
       "        2 ⎜    y     ⎝  1 - y                                                y\n",
       "⋅(y - 1) ⋅⎜- ───── + ─────────────────────────────────────────────────────────\n",
       "          ⎜  1 - y                                     ⎛     2     ⎞          \n",
       "          ⎜                                            ⎜    y      ⎟ ⎛        \n",
       "          ⎜             2           ____________       ⎜- ───── + y⎟⋅⎝- 2⋅y⋅╲╱\n",
       "          ⎜            y           ╱    2              ⎝  1 - y    ⎠          \n",
       "          ⎜          ───── + y - ╲╱  - y  + 2⋅y  + 1 - ───────────────────────\n",
       "          ⎝          1 - y                                                    \n",
       "──────────────────────────────────────────────────────────────────────────────\n",
       "                                                                              \n",
       "                                                                        (1 - y\n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "\n",
       "                                  2                                           \n",
       "                                 ⎞                                            \n",
       "__________       ___________    ⎞⎟                                            \n",
       "y⋅(2 - y)  + 2⋅╲╱ y⋅(2 - y)  - 1⎠⎟    ⎛     2     ⎞                           \n",
       "                                 ⎟    ⎜    y      ⎟ ⎛        ___________      \n",
       "─────────────────────────────────⎟    ⎜- ───── + y⎟⋅⎝- 2⋅y⋅╲╱ y⋅(2 - y)  + 2⋅╲\n",
       "⋅(2⋅y - 1)                       ⎠    ⎝  1 - y    ⎠                           \n",
       "─────────────────────────────────── + ────────────────────────────────────────\n",
       "                                                             y⋅(2⋅y - 1)      \n",
       "___________       ___________    ⎞                                            \n",
       " y⋅(2 - y)  + 2⋅╲╱ y⋅(2 - y)  - 1⎠                                            \n",
       "                                                                              \n",
       "──────────────────────────────────                                            \n",
       "y⋅(2⋅y - 1)                                                                   \n",
       "──────────────────────────────────────────────────────────────────────────────\n",
       "  ⎛                   2⎞                                                      \n",
       ")⋅⎝y⋅(y - 2) + (y - 1) ⎠                                                      \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "                                                                              \n",
       "\n",
       "                 ⎞\n",
       "                 ⎟\n",
       "                 ⎟\n",
       "                 ⎟\n",
       " ___________    ⎞⎟\n",
       "╱ y⋅(2 - y)  - 1⎠⎟\n",
       "                 ⎟\n",
       "─────────────────⎟\n",
       "                 ⎟\n",
       "                 ⎟\n",
       "                 ⎟\n",
       "                 ⎟\n",
       "                 ⎟\n",
       "                 ⎠\n",
       "──────────────────\n",
       "                  \n",
       "                  \n",
       "                  \n",
       "                  \n",
       "                  \n",
       "                  \n",
       "                  "
      ]
     },
     "metadata": {},
     "output_type": "display_data"
    }
   ],
   "source": [
    "\n",
    "def Denom_beta(y):\n",
    "    Denom1=y*Sprime(y)*(2-y)\n",
    "    Denom2=y*(2-y)*((u(y)+1)/((1-r(y)-s(y)-r(y)*u(y))**2)-Sprime(y))\n",
    "    Denom3=((s(y)+r(y)+r(y)*u(y))**2/(1-s(y)-r(y)-r(y)*u(y))+r(y)*u(y)+r(y)-y)*((2*Sprime(y))/(1-y))\n",
    "    return Denom1+Denom2+Denom3\n",
    "print('Denominator of beta:')\n",
    "display(Denom_beta(y))\n"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 19,
   "metadata": {},
   "outputs": [],
   "source": [
    "\n",
    "def Beta(y):\n",
    "    return u(y)/(Denom_beta(y))\n",
    "\n",
    "def E_beta(y):\n",
    "    ro=3+2*np.sqrt(2)\n",
    "    return 1/(ro*r(y)*(u(y)**Beta(y)))\n"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 20,
   "metadata": {},
   "outputs": [
    {
     "data": {
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      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "Y=np.arange(0.0001,1-np.sqrt(2)/2,0.001)\n",
    "CC=[Beta(y) for y in Y]\n",
    "plt.plot(Y,CC)\n",
    "plt.title('beta as a function of y')\n",
    "plt.show()\n"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 21,
   "metadata": {
    "scrolled": true
   },
   "outputs": [
    {
     "data": {
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      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "Y=np.arange(0.0001,1-np.sqrt(2)/2,0.001)\n",
    "\n",
    "EE=[E_beta(y) for y in Y]\n",
    "plt.plot(Y,EE)\n",
    "plt.title('E as a function of y')\n",
    "plt.show()\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "<a id='NumericalSec6'></a>\n",
    "##  Numerical approximations: parametrization with $\\beta$\n"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 22,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "0.07808559651960206\n"
     ]
    }
   ],
   "source": [
    "\n",
    "def why(beeeta,eps):\n",
    "    # return y(beta) with precision eps\n",
    "    return FindImplicit(Beta,beeeta,0.0000001,1-np.sqrt(2)/2-0.000001,eps)\n",
    "\n",
    "print(why(0.5,0.001))\n",
    "\n",
    "def EE_beta(b):\n",
    "    return E_beta(why(b,0.00001))\n"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 23,
   "metadata": {
    "scrolled": true
   },
   "outputs": [
    {
     "data": {
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      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "B=np.arange(0.0001,0.8,0.01) #np.arange(0.25028,0.25030,0.000001)\n",
    "CC=[EE_beta(b) for b in B]\n",
    "\n",
    "\n",
    "plt.plot(B,CC)\n",
    "plt.title('E_beta as a function of beta')\n",
    "plt.plot(0.5827,1,'o')\n",
    "plt.show()\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "Finally we compute the value for which $E_\\beta=1$ :"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 24,
   "metadata": {},
   "outputs": [
    {
     "data": {
      "image/png": "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\n",
      "text/latex": [
       "$\\displaystyle 0.582748011136055$"
      ],
      "text/plain": [
       "0.582748011136055"
      ]
     },
     "execution_count": 24,
     "metadata": {},
     "output_type": "execute_result"
    }
   ],
   "source": [
    "FindImplicit(EE_beta,1,0.00001,0.99,0.000001)\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "# Expansion of $E_\\beta$ when $\\beta \\to 0$"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 25,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "beta(y) near 1-sqrt(2)/2: \n",
      "-2*(y - 1 + sqrt(2)/2)**2/(2 - 3*sqrt(2)/2) + O((y - 1 + sqrt(2)/2)**3, (y, 1 - sqrt(2)/2))\n"
     ]
    }
   ],
   "source": [
    "Expr=Beta(y)\n",
    "print('beta(y) near 1-sqrt(2)/2: ')\n",
    "print(Expr.series(y,1-sp.sqrt(2)/2,n=3))\n"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "Hence\n",
    "$$\n",
    "\\beta(y)=\\frac{1}{\\tfrac{3}{4} \\sqrt{2}-1}(y - 1 + \\tfrac{\\sqrt{2}}{2})^2 + O(y -1+\\tfrac{\\sqrt{2}}{2})^3\n",
    "$$\n",
    "therefore\n",
    "$$\n",
    "y=1-\\tfrac{\\sqrt{2}}{2}+ \\sqrt{\\beta}\\sqrt{\\tfrac{3}{4} \\sqrt{2}-1} + \\mathrm{o}(\\sqrt{\\beta}).\n",
    "$$\n",
    "We find the same asymptotic for $E_\\beta$ as for $C_\\beta$:\n",
    "$$\n",
    "E_\\beta=1+\\beta|\\log(\\beta)| +\\mathrm{o}(\\beta\\log(\\beta)).\n",
    "$$"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": null,
   "metadata": {},
   "outputs": [],
   "source": []
  }
 ],
 "metadata": {
  "kernelspec": {
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   "language": "python",
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   "name": "python",
   "nbconvert_exporter": "python",
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  }
 },
 "nbformat": 4,
 "nbformat_minor": 4
}


